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**Lahore, Pakistan**

**Ludo**

1. **Abstract:**

The name of the game is Ludo. In this game there are two users. Every time a player gets a turn after the first one .Players have to avoid other player’s beads .In case two beads of opposite players are on same position one will get knocked out. A random number is generated by dice. Player have to choose which bead he is going to move.

**Game characters description:**

There are eight beads in my Ludo game. Each player got 4 beats.

**Rules and Interaction:**

Following are the rules:

* Player need to get a six to start a bead moving on the board.
* There are particular positions where a bead can kill other bead.
* Both player try to kill other’s player beads and get his 4 beat clear before other.

**Goal of the game:**

The goal of the game is to clear 4 beads before the other player.

1. **Wireframes:**
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![](data:image/png;base64,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)

**2.2. Interface**

**3. Data Types and structures:**

char n1 = '1';

char n2 = '2';

char n3 = '3';

char n4 = '4';

int xn1 = 3;

int yn1 = 11;

int xn2 = 9;

int yn2 = 11;

int xn3 = 3;

int yn3 = 34;

int xn4 = 9;

int yn4 = 34;

// for player 2

char n5 = '5';

char n6 = '6';

char n7 = '7';

char n8 = '8';

int xn5 = 22;

int yn5 = 94;

int xn6 = 22;

int yn6 = 73;

int xn7 = 28;

int yn7 = 94;

int xn8 = 28;

int yn8 = 73;

char maze[31][106];

int rowSize = sizeof(maze) / sizeof(maze[0]);

int colSize = sizeof(maze[0]) / sizeof(maze[0][0]);

string path;

int n1score = 1;

int n2score = 0;

int n3score = 0;

    int n4score = 0;

    maze[xn1][yn1] = n1;

    maze[xn2][yn2] = n2;

    maze[xn3][yn3] = n3;

    maze[xn4][yn4] = n4;

    int n5score = 1;

    int n6score = 0;

    int n7score = 0;

    int n8score = 0;

    maze[xn5][yn5] = n5;

    maze[xn6][yn6] = n6;

    maze[xn7][yn7] = n7;

    maze[xn8][yn8] = n8;

    string player1, player2;

    char one = '1', two = '2';

    int num = 0;

**4. Function Prototypes:**

void header();

void logo(string player1, string player2);

void start(string &player1, string &player2, bool &gameRunning);

void newfunc(int &n1score, int &n2score, int &n3score, int &n4score, string op, int dice\_roll, int rowSize, int colSize);

void player2beads(int &n5score, int &n6score, int &n7score, int &n8score, string op, int dice\_roll, int rowSize, int colSize);

void colouringtheme(int rowSize, int colSize);

void colourplayer1beads(int rowSize, int colSize);

void colourplayer2beads(int rowSize, int colSize);

void samescore(int &n1score, int &n2score, int &n3score, int &n4score, int &n5score, int &n6score, int &n7score, int &n8score, char player);

void checkwin(bool &gameRunning, int n1score, int n2score, int n3score, int n4score, int n5score, int n6score, int n7score, int n8score, string player1, string player2);

void gotoxy(int x, int y);

void printMaze(char maze[31][106], int colSize, int rowSize);

int random();

int scorefunc(int &score, int dice\_number);

void load(char maze[][106], int rowSize, int colSize, string path);

**5. Complete Code**

#include <iostream>

#include <fstream>

#include <windows.h>

#include <conio.h>

#include <ctime>

using namespace std;

void header();

void logo(string player1, string player2);

void start(string &player1, string &player2, bool &gameRunning);

void newfunc(int &n1score, int &n2score, int &n3score, int &n4score, string op, int dice\_roll, int rowSize, int colSize);

void player2beads(int &n5score, int &n6score, int &n7score, int &n8score, string op, int dice\_roll, int rowSize, int colSize);

void colouringtheme(int rowSize, int colSize);

void colourplayer1beads(int rowSize, int colSize);

void colourplayer2beads(int rowSize, int colSize);

void samescore(int &n1score, int &n2score, int &n3score, int &n4score, int &n5score, int &n6score, int &n7score, int &n8score, char player);

void checkwin(bool &gameRunning, int n1score, int n2score, int n3score, int n4score, int n5score, int n6score, int n7score, int n8score, string player1, string player2);

void gotoxy(int x, int y);

void printMaze(char maze[31][106], int colSize, int rowSize);

int random();

int scorefunc(int &score, int dice\_number);

void load(char maze[][106], int rowSize, int colSize, string path);

HANDLE h = GetStdHandle(STD\_OUTPUT\_HANDLE);

// for player 1

char n1 = '1';

char n2 = '2';

char n3 = '3';

char n4 = '4';

int xn1 = 3;

int yn1 = 11;

int xn2 = 9;

int yn2 = 11;

int xn3 = 3;

int yn3 = 34;

int xn4 = 9;

int yn4 = 34;

// for player 2

char n5 = '5';

char n6 = '6';

char n7 = '7';

char n8 = '8';

int xn5 = 22;

int yn5 = 94;

int xn6 = 22;

int yn6 = 73;

int xn7 = 28;

int yn7 = 94;

int xn8 = 28;

int yn8 = 73;

char maze[31][106];

main() // Main Function

{

int rowSize = sizeof(maze) / sizeof(maze[0]);

int colSize = sizeof(maze[0]) / sizeof(maze[0][0]);

string path = "game.txt";

load(maze, rowSize, colSize, path);

srand(time(0));

bool gameRunning = true;

int n1score = 1;

int n2score = 0;

int n3score = 0;

int n4score = 0;

maze[xn1][yn1] = n1;

maze[xn2][yn2] = n2;

maze[xn3][yn3] = n3;

maze[xn4][yn4] = n4;

int n5score = 1;

int n6score = 0;

int n7score = 0;

int n8score = 0;

maze[xn5][yn5] = n5;

maze[xn6][yn6] = n6;

maze[xn7][yn7] = n7;

maze[xn8][yn8] = n8;

string player1, player2;

char one = '1', two = '2';

int num = 0;

system("CLS");

header();

start(player1, player2, gameRunning);

system("CLS");

printMaze(maze, colSize, rowSize);

colouringtheme(rowSize, colSize);

logo(player1, player2);

while (gameRunning)

{

string op;

gotoxy(120, 19);

cout << player1 << " 's turn" << endl;

gotoxy(140, 19);

cout << " Press any key to roll dice" << endl;

gotoxy(120, 20);

// getch();

int dice\_roll = random();

gotoxy(120, 22);

cout << "DICE : " << dice\_roll << endl;

gotoxy(120, 24);

cout << "Move 1 2 3 or 4 " << endl;

gotoxy(120, 25);

cin >> op;

while (op != "1" && op != "2" && op != "3" && op != "4")

{

gotoxy(120, 25);

cin >> op;

}

newfunc(n1score, n2score, n3score, n4score, op, dice\_roll, rowSize, colSize);

samescore(n1score, n2score, n3score, n4score, n5score, n6score, n7score, n8score, one);

player2beads(n5score, n6score, n7score, n8score, op, num, rowSize, colSize);

colourplayer2beads(rowSize, colSize);

colourplayer1beads(rowSize, colSize);

checkwin(gameRunning, n1score, n2score, n3score, n4score, n5score, n6score, n7score, n8score, player1, player2);

bool flag1 = true;

if (dice\_roll == 6)

{

flag1 = false;

}

while (flag1 == false)

{

int y = 25;

dice\_roll = random();

gotoxy(120, 22);

cout << "DICE : " << dice\_roll << endl;

if (dice\_roll != 6)

{

flag1 = true;

}

gotoxy(120, y);

cin >> op;

while (op != "1" && op != "2" && op != "3" && op != "4")

{

gotoxy(120, 25);

cin >> op;

}

newfunc(n1score, n2score, n3score, n4score, op, dice\_roll, rowSize, colSize);

samescore(n1score, n2score, n3score, n4score, n5score, n6score, n7score, n8score, one);

colourplayer2beads(rowSize, colSize);

player2beads(n5score, n6score, n7score, n8score, op, num, rowSize, colSize);

colourplayer1beads(rowSize, colSize);

checkwin(gameRunning, n1score, n2score, n3score, n4score, n5score, n6score, n7score, n8score, player1, player2);

}

gotoxy(120, 19);

cout << player2 << " 's turn" << endl;

gotoxy(140, 19);

cout << " Press any key to roll dice" << endl;

// getch();

dice\_roll = random();

gotoxy(120, 22);

cout << "DICE : " << dice\_roll << endl;

gotoxy(120, 24);

cout << "Move 1 2 3 or 4 " << endl;

gotoxy(120, 25);

cin >> op;

while (op != "1" && op != "2" && op != "3" && op != "4")

{

gotoxy(120, 25);

cin >> op;

}

player2beads(n5score, n6score, n7score, n8score, op, dice\_roll, rowSize, colSize);

samescore(n1score, n2score, n3score, n4score, n5score, n6score, n7score, n8score, two);

newfunc(n1score, n2score, n3score, n4score, op, num, rowSize, colSize);

colourplayer1beads(rowSize, colSize);

colourplayer2beads(rowSize, colSize);

checkwin(gameRunning, n1score, n2score, n3score, n4score, n5score, n6score, n7score, n8score, player1, player2);

flag1 = true;

if (dice\_roll == 6)

{

flag1 = false;

}

while (flag1 == false)

{

int y = 25;

dice\_roll = random();

gotoxy(120, 22);

cout << "DICE : " << dice\_roll << endl;

if (dice\_roll != 6)

{

flag1 = true;

}

gotoxy(120, y);

cin >> op;

while (op != "1" && op != "2" && op != "3" && op != "4")

{

gotoxy(120, 25);

cin >> op;

}

player2beads(n5score, n6score, n7score, n8score, op, dice\_roll, rowSize, colSize);

samescore(n1score, n2score, n3score, n4score, n5score, n6score, n7score, n8score, two);

newfunc(n1score, n2score, n3score, n4score, op, num, rowSize, colSize);

colourplayer1beads(rowSize, colSize);

colourplayer2beads(rowSize, colSize);

checkwin(gameRunning, n1score, n2score, n3score, n4score, n5score, n6score, n7score, n8score, player1, player2);

}

if (GetAsyncKeyState(VK\_ESCAPE))

{

gameRunning = false; // Stop the game

}

}

gotoxy(120, 32);

cout << "Press any key to continue" << endl;

gotoxy(120, 33);

getch();

}

void gotoxy(int x, int y)

{

COORD coordinates;

coordinates.X = x;

coordinates.Y = y;

SetConsoleCursorPosition(GetStdHandle(STD\_OUTPUT\_HANDLE), coordinates);

}

void start(string &player1, string &player2, bool &gameRunning)

{

string op;

gotoxy(10, 4);

cout << " W E L C O M E " << endl;

gotoxy(10, 6);

cout << "1.Start Game " << endl;

gotoxy(10, 7);

cout << "2.Exit" << endl;

gotoxy(10, 8);

cin >> op;

if (op == "1")

{

gotoxy(10, 10);

cout << "Enter Player 1 Name" << endl;

gotoxy(40, 10);

cout << "Enter Player 2 Name" << endl;

gotoxy(10, 11);

cin.ignore();

getline(cin, player1);

gotoxy(40, 11);

getline(cin, player2);

}

else if (op == "2")

{

gameRunning = false;

}

}

void logo(string player1, string player2)

{

header();

SetConsoleTextAttribute(h, 2);

gotoxy(125, 12);

cout << player1 << "\t\t"

<< endl;

gotoxy(140, 12);

cout << ":"

<< "\t\t"

<< "X" << endl;

gotoxy(125, 14);

cout << player2 << "\t\t"

<< endl;

gotoxy(140, 14);

cout << ":"

<< "\t\t"

<< "Y" << endl;

SetConsoleTextAttribute(h, 7);

}

void header()

{

SetConsoleTextAttribute(h, 2);

gotoxy(115, 3);

cout << " \_ \_ \_\_\_\_\_ " << endl;

gotoxy(115, 4);

cout << " | | | | / \_\_\_\_|" << endl;

gotoxy(115, 5);

cout << " | | \_ \_ \_\_| | \_\_\_ | | \_\_ \_\_ \_ \_ \_\_ \_\_\_ \_\_\_" << endl;

gotoxy(115, 6);

cout << " | | | | | |/ \_` |/ \_ \\ | | |\_ |/ \_` | '\_ ` \_ \\ / \_ \\ " << endl;

gotoxy(115, 7);

cout << " | |\_\_\_| |\_| | (\_| | (\_) | | |\_\_| | (\_| | | | | | | \_\_/" << endl;

gotoxy(115, 8);

cout << " |\_\_\_\_\_\_\\\_\_,\_|\\\_\_,\_|\\\_\_\_/ \\\_\_\_\_\_|\\\_\_,\_|\_| |\_| |\_|\\\_\_\_|" << endl;

SetConsoleTextAttribute(h, 7);

}

void printMaze(char maze[31][106], int colSize, int rowSize)

{

SetConsoleTextAttribute(h, 11);

for (int x = 0; x < rowSize; x++)

{

for (int y = 0; y < colSize; y++)

{

cout << maze[x][y];

}

cout << endl;

}

SetConsoleTextAttribute(h, 7);

}

int random()

{

// Code that generates the Random Number

int num;

num = rand() % 6 + 1;

return num;

}

int scorefunc(int &score, int dice\_number)

{

// condition for start to get a six

if (score == 0)

{

if (dice\_number != 6)

{

dice\_number = 0;

}

else if (dice\_number == 6)

{

return 1;

}

}

score = score + dice\_number;

return score;

}

void checkwin(bool &gameRunning, int n1score, int n2score, int n3score, int n4score, int n5score, int n6score, int n7score, int n8score, string player1, string player2)

{

if (n1score == 57 && n2score == 57 && n3score == 57 && n4score == 57)

{

gotoxy(120, 29);

cout << "Congratulations " << player1 << " You Won !!" << endl;

gameRunning = false;

}

else if (n5score == 57 && n6score == 57 && n7score == 57 && n8score == 57)

{

gotoxy(120, 29);

cout << "Congratulations " << player2 << " You Won !!" << endl;

gameRunning = false;

}

}

void load(char maze[][106], int rowSize, int colSize, string path)

{

fstream myFile;

string record;

myFile.open(path, ios::in);

for (int row = 0; row < rowSize; row++)

{

getline(myFile, record);

for (int col = 0; col < colSize; col++)

{

maze[row][col] = record[col];

// myFile >> maze[row][col];

}

};

}

void colouringtheme(int rowSize, int colSize)

{

for (int i = 12; i < 20; i++)

{

SetConsoleTextAttribute(h, 14);

gotoxy(14, i);

cout << maze[i][14];

}

SetConsoleTextAttribute(h, 7);

for (int i = 12; i < 15; i++)

{

SetConsoleTextAttribute(h, 14);

gotoxy(7, i);

cout << maze[i][7];

}

SetConsoleTextAttribute(h, 7);

for (int i = 16; i < 19; i++)

{

SetConsoleTextAttribute(h, 14);

gotoxy(21, i);

cout << maze[i][21];

}

SetConsoleTextAttribute(h, 7);

for (int i = 7; i < 49; i++)

{

if (i == 21)

{

continue;

}

if (i == 28)

{

continue;

}

if (i == 36)

{

continue;

}

if (i == 44)

{

continue;

}

SetConsoleTextAttribute(h, 14);

gotoxy(i, 14);

cout << maze[14][i];

}

SetConsoleTextAttribute(h, 7);

for (int i = 7; i < 50; i++)

{

SetConsoleTextAttribute(h, 14);

gotoxy(i, 15);

cout << maze[15][i];

}

SetConsoleTextAttribute(h, 7);

for (int i = 7; i < 50; i++)

{

SetConsoleTextAttribute(h, 14);

gotoxy(i, 15);

cout << maze[15][i];

}

SetConsoleTextAttribute(h, 7);

for (int i = 7; i < 50; i++)

{

SetConsoleTextAttribute(h, 14);

gotoxy(i, 16);

cout << maze[16][i];

}

SetConsoleTextAttribute(h, 7);

for (int i = 7; i < 14; i++)

{

SetConsoleTextAttribute(h, 14);

gotoxy(i, 12);

cout << maze[12][i];

}

SetConsoleTextAttribute(h, 7);

for (int i = 14; i < 21; i++)

{

SetConsoleTextAttribute(h, 14);

gotoxy(i, 18);

cout << maze[18][i];

}

SetConsoleTextAttribute(h, 7);

// for player 2

for (int i = 92; i < 100; i++)

{

SetConsoleTextAttribute(h, 5);

gotoxy(i, 18);

cout << maze[18][i];

}

SetConsoleTextAttribute(h, 7);

for (int i = 92; i < 100; i++)

{

SetConsoleTextAttribute(h, 5);

gotoxy(i, 17);

cout << maze[17][i];

}

SetConsoleTextAttribute(h, 7);

for (int i = 62; i < 100; i++)

{

SetConsoleTextAttribute(h, 5);

gotoxy(i, 16);

cout << maze[16][i];

}

SetConsoleTextAttribute(h, 7);

for (int i = 62; i < 100; i++)

{

SetConsoleTextAttribute(h, 5);

gotoxy(i, 16);

cout << maze[16][i];

}

SetConsoleTextAttribute(h, 7);

for (int i = 62; i < 100; i++)

{

SetConsoleTextAttribute(h, 5);

gotoxy(i, 15);

cout << maze[15][i];

}

SetConsoleTextAttribute(h, 7);

for (int i = 62; i < 100; i++)

{

if (i == 70)

{

continue;

}

if (i == 78)

{

continue;

}

if (i == 85)

{

continue;

}

if (i == 92)

{

continue;

}

if (i == 99)

{

continue;

}

SetConsoleTextAttribute(h, 5);

gotoxy(i, 14);

cout << maze[14][i];

}

SetConsoleTextAttribute(h, 7);

for (int i = 85; i < 93; i++)

{

SetConsoleTextAttribute(h, 5);

gotoxy(i, 14);

cout << maze[14][i];

}

SetConsoleTextAttribute(h, 7);

for (int i = 85; i < 93; i++)

{

SetConsoleTextAttribute(h, 5);

gotoxy(i, 13);

cout << maze[13][i];

}

SetConsoleTextAttribute(h, 7);

for (int i = 85; i < 93; i++)

{

SetConsoleTextAttribute(h, 5);

gotoxy(i, 12);

cout << maze[12][i];

}

SetConsoleTextAttribute(h, 7);

}

void samescore(int &n1score, int &n2score, int &n3score, int &n4score, int &n5score, int &n6score, int &n7score, int &n8score, char player)

{

bool flagx = false;

if (player == '1')

{

if (n5score < 26 && n5score > 0)

{

n5score = n5score + 26;

if (n1score == n5score || n2score == n5score || n3score == n5score || n4score == n5score)

{

if (n5score != 27 && n5score != 35 && n5score != 40 && n5score != 48)

{

cout << "1" << endl;

n5score = 0;

flagx = true;

}

}

n5score = n5score - 26;

}

else if (n5score > 26 && n5score < 52)

{

n5score = n5score - 26;

if (n1score == n5score || n2score == n5score || n3score == n5score || n4score == n5score)

{

if (n5score != 1 && n5score != 9 && n5score != 14 && n5score != 22)

{

cout << "2" << endl;

n5score = 0;

flagx = true;

}

}

n5score = n5score + 26;

}

if (n6score < 26 && n6score > 0)

{

n6score = n6score + 26;

if (n1score == n6score || n2score == n6score || n3score == n6score || n4score == n6score)

{

if (n6score != 27 && n6score != 35 && n6score != 40 && n6score != 48)

{

cout << "3" << endl;

n6score = 0;

flagx = true;

}

}

n6score = n6score - 26;

}

else if (n6score > 26 && n6score < 52)

{

n6score = n6score - 26;

if (n1score == n6score || n2score == n6score || n3score == n6score || n4score == n6score)

{

if (n6score != 1 && n6score != 9 && n6score != 14 && n6score != 22)

{

cout << "4" << endl;

n6score = 0;

flagx = true;

}

}

n6score = n6score + 26;

}

if (n7score < 26 && n7score > 0)

{

n7score = n7score + 26;

if (n1score == n7score || n2score == n7score || n3score == n7score || n4score == n7score)

{

if (n7score != 27 && n7score != 35 && n7score != 40 && n7score != 48)

{

cout << "5" << endl;

n7score = 0;

flagx = true;

}

}

n7score = n7score - 26;

}

else if (n7score > 26 && n7score < 52)

{

n7score = n7score - 26;

if (n1score == n7score || n2score == n7score || n3score == n7score || n4score == n7score)

{

if (n7score != 1 && n7score != 9 && n7score != 14 && n7score != 22)

{

cout << "6" << endl;

n7score = 0;

flagx = true;

}

}

n7score = n7score + 26;

}

if (n8score < 26 && n8score > 0)

{

n8score = n8score + 26;

if (n1score == n8score || n2score == n8score || n3score == n8score || n4score == n8score)

{

if (n8score != 27 && n8score != 35 && n8score != 40 && n8score != 48)

{

cout << "7" << endl;

n8score = 0;

flagx = true;

}

}

n8score = n8score - 26;

}

else if (n8score > 26 && n8score < 52)

{

n8score = n8score - 26;

if (n1score == n8score || n2score == n8score || n3score == n8score || n4score == n8score)

{

if (n8score != 1 && n8score != 9 && n8score != 14 && n8score != 22)

{

cout << "8" << endl;

n8score = 0;

flagx = true;

}

}

n8score = n8score + 26;

}

if (flagx == true)

{

if (n5score < 0 || n5score == 26)

{

n5score = 0;

}

else if (n6score < 0 || n6score == 26)

{

n6score = 0;

}

else if (n7score < 0 || n7score == 26)

{

n7score = 0;

}

else if (n8score < 0 || n8score == 26)

{

n8score = 0;

}

}

flagx = false;

}

else if (player == '2')

{

if (n1score < 26 && n1score > 0)

{

n1score = n1score + 26;

if (n5score == n1score || n6score == n1score || n7score == n1score || n8score == n1score)

{

if (n1score != 27 && n1score != 35 && n1score != 40 && n1score != 48)

{

cout << "9" << endl;

n1score = 0;

flagx = true;

}

}

n1score = n1score - 26;

}

else if (n1score > 26 && n1score < 52)

{

n1score = n1score - 26;

if (n5score == n1score || n6score == n1score || n7score == n1score || n8score == n1score)

{

if (n1score != 1 && n1score != 9 && n1score != 14 && n1score != 22)

{

n1score = 0;

flagx = true;

}

}

n1score = n1score + 26;

}

if (n2score < 26 && n2score > 0)

{

n2score = n2score + 26;

if (n5score == n2score || n6score == n2score || n7score == n2score || n8score == n2score)

{

if (n2score != 27 && n2score != 35 && n2score != 40 && n2score != 48)

{

n2score = 0;

flagx = true;

}

}

n2score = n2score - 26;

}

else if (n2score > 26 && n2score < 52)

{

n2score = n2score - 26;

if (n5score == n2score || n6score == n2score || n7score == n2score || n8score == n2score)

{

if (n2score != 1 && n2score != 9 && n2score != 14 && n2score != 22)

{

n2score = 0;

flagx = true;

}

}

n2score = n2score + 26;

}

if (n3score < 26 && n3score > 0)

{

n3score = n3score + 26;

if (n5score == n3score || n6score == n3score || n7score == n3score || n8score == n3score)

{

if (n3score != 27 && n3score != 35 && n3score != 40 && n3score != 48)

{

n3score = 0;

flagx = true;

}

}

n3score = n3score - 26;

}

else if (n3score > 26 && n3score < 52)

{

n3score = n3score - 26;

if (n5score == n3score || n6score == n3score || n7score == n3score || n8score == n3score)

{

if (n3score != 1 && n3score != 9 && n3score != 14 && n3score != 22)

{

n3score = 0;

flagx = true;

}

}

n3score = n3score + 26;

}

if (n4score < 26 && n4score > 0)

{

n4score = n4score + 26;

if (n5score == n4score || n6score == n4score || n7score == n4score || n8score == n4score)

{

if (n4score != 27 && n4score != 35 && n4score != 40 && n4score != 48)

{

n4score = 0;

flagx = true;

}

}

n4score = n4score - 26;

}

else if (n4score > 26 && n4score < 52)

{

n4score = n4score - 26;

if (n5score == n4score || n6score == n4score || n7score == n4score || n8score == n4score)

{

if (n4score != 1 && n4score != 9 && n4score != 14 && n4score != 22)

{

n4score = 0;

flagx = true;

}

}

n4score = n4score + 26;

}

if (flagx == true)

{

if (n1score < 0 || n1score == 26)

{

n1score = 0;

}

else if (n2score < 0 || n2score == 26)

{

n2score = 0;

}

else if (n3score < 0 || n3score == 26)

{

n3score = 0;

}

else if (n4score < 0 || n4score == 26)

{

n4score = 0;

}

}

flagx = false;

}

}

void newfunc(int &n1score, int &n2score, int &n3score, int &n4score, string op, int dice\_roll, int rowSize, int colSize)

{

if (dice\_roll != 0)

{

bool hello = false;

bool flagx = false;

if (op == "1")

{

if (n1score == 0)

{

if (dice\_roll == 6)

{

n1score = scorefunc(n1score, dice\_roll);

hello = false;

}

else

{

hello = true;

}

flagx = true;

}

else if (n1score == 57)

{

hello = true;

flagx = true;

}

else if (n1score + dice\_roll <= 57)

{

flagx = true;

n1score = scorefunc(n1score, dice\_roll);

hello = false;

}

else if (n1score + dice\_roll > 57 || n1score == 0 && n2score + dice\_roll > 57 || n2score == 0 && n3score + dice\_roll > 57 || n3score == 0 && n4score + dice\_roll > 57 || n4score == 0 && dice\_roll == 6)

{

hello = true;

flagx = true;

}

if (flagx == false)

{

hello = true;

}

if (flagx == true)

{

flagx = false;

}

if (n1score == 57 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n1score == 56 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n1score == 55 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n1score == 54 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n1score == 53 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n1score == 52 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n1score == 52 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n1score > 45 && n2score > 45 && n3score > 45 && n4score > 45)

{

hello = false;

}

}

else if (op == "2")

{

if (n2score == 0)

{

if (dice\_roll == 6)

{

n2score = scorefunc(n2score, dice\_roll);

hello = false;

}

else

{

hello = true;

}

flagx = true;

}

else if (n2score == 57)

{

hello = true;

flagx = true;

}

else if (n2score + dice\_roll <= 57)

{

n2score = scorefunc(n2score, dice\_roll);

hello = false;

flagx = true;

}

else if (n1score + dice\_roll > 57 || n1score == 0 && n2score + dice\_roll > 57 || n2score == 0 && n3score + dice\_roll > 57 || n3score == 0 && n4score + dice\_roll > 57 || n4score == 0 && dice\_roll == 6)

{

hello = true;

flagx = true;

}

if (flagx == false)

{

hello = true;

}

if (flagx == true)

{

flagx = false;

}

if (n2score == 57 && n1score == 0 || n1score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n2score == 56 && n1score == 0 || n1score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n2score == 55 && n1score == 0 || n1score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n2score == 54 && n1score == 0 || n1score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n2score == 53 && n1score == 0 || n1score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n2score == 52 && n1score == 0 || n1score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n1score != 0 && n2score != 0 && n3score != 0 && n4score != 0)

{

hello = false;

}

//

if (n2score > 0)

{

xn2 = 3;

yn2 = 11;

}

}

else if (op == "3")

{

if (n3score == 0)

{

if (dice\_roll == 6)

{

n3score = scorefunc(n3score, dice\_roll);

hello = false;

}

else

{

hello = true;

}

flagx = true;

}

else if (n3score == 57)

{

hello = true;

flagx = true;

}

else if (n3score + dice\_roll <= 57)

{

n3score = scorefunc(n3score, dice\_roll);

hello = false;

flagx = true;

}

else if (n1score + dice\_roll > 57 || n1score == 0 && n2score + dice\_roll > 57 || n2score == 0 && n3score + dice\_roll > 57 || n3score == 0 && n4score + dice\_roll > 57 || n4score == 0 && dice\_roll == 6)

{

hello = true;

flagx = true;

}

if (flagx == false)

{

hello = true;

}

if (flagx == true)

{

flagx = false;

}

if (n3score == 57 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

if (n3score == 56 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n3score == 55 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n3score == 54 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n3score == 53 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n3score == 52 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n1score > 45 && n2score > 45 && n3score > 45 && n4score > 45)

{

hello = false;

}

//

if (n3score > 0)

{

xn3 = 3;

yn3 = 11;

}

}

else if (op == "4")

{

if (n4score == 0)

{

if (dice\_roll == 6)

{

n4score = scorefunc(n4score, dice\_roll);

hello = false;

}

else

{

hello = true;

}

flagx = true;

}

else if (n4score == 57)

{

hello = true;

flagx = true;

}

else if (n4score + dice\_roll <= 57)

{

n4score = scorefunc(n4score, dice\_roll);

hello = false;

flagx = true;

}

else if (n1score + dice\_roll > 57 || n1score == 0 && n2score + dice\_roll > 57 || n2score == 0 && n3score + dice\_roll > 57 || n3score == 0 && n4score + dice\_roll > 57 || n4score == 0 && dice\_roll == 6)

{

hello = true;

flagx = true;

}

if (flagx == false)

{

hello = true;

}

if (flagx == true)

{

flagx = false;

}

if (n4score == 57 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

if (n4score == 56 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n4score == 55 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n4score == 54 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n4score == 53 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n4score == 52 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

hello = false;

}

else if (n1score > 45 && n2score > 45 && n3score > 45 && n4score > 45)

{

hello = false;

}

//

if (n4score > 0)

{

xn4 = 3;

yn4 = 11;

}

}

if (n1score == 0 && n2score == 0 && n3score == 0 && n4score == 0)

{

hello = false;

}

// while loop for conditions near win score

while (hello == true)

{

gotoxy(120, 25);

cin >> op;

if (op == "1")

{

if (n1score == 0)

{

if (dice\_roll == 6)

{

n1score = scorefunc(n1score, dice\_roll);

hello = false;

}

else

{

hello = true;

}

flagx = true;

}

else if (n1score == 57)

{

hello = true;

flagx = true;

}

else if (n1score + dice\_roll <= 57)

{

flagx = true;

n1score = scorefunc(n1score, dice\_roll);

hello = false;

}

else if (n1score + dice\_roll > 57 || n1score == 0 && n2score + dice\_roll > 57 || n2score == 0 && n3score + dice\_roll > 57 || n3score == 0 && n4score + dice\_roll > 57 || n4score == 0 && dice\_roll == 6)

{

hello = true;

flagx = true;

}

if (flagx == false)

{

hello = true;

}

if (flagx == true)

{

flagx = false;

}

if (n1score == 57 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n1score == 56 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n1score == 55 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n1score == 54 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n1score == 53 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n1score == 52 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n1score > 45 && n2score > 45 && n3score > 45 && n4score > 45)

{

hello = false;

}

}

else if (op == "2")

{

if (n2score == 0)

{

if (dice\_roll == 6)

{

n2score = scorefunc(n2score, dice\_roll);

hello = false;

}

else

{

hello = true;

}

flagx = true;

}

else if (n2score == 57)

{

hello = true;

flagx = true;

}

else if (n2score + dice\_roll <= 57)

{

n2score = scorefunc(n2score, dice\_roll);

hello = false;

flagx = true;

}

else if (n1score + dice\_roll > 57 || n1score == 0 && n2score + dice\_roll > 57 || n2score == 0 && n3score + dice\_roll > 57 || n3score == 0 && n4score + dice\_roll > 57 || n4score == 0 && dice\_roll == 6)

{

hello = true;

flagx = true;

}

if (flagx == false)

{

hello = true;

}

if (flagx == true)

{

flagx = false;

}

if (n2score == 57 && n1score == 0 || n1score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n2score == 56 && n1score == 0 || n1score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

hello = false;

}

else if (n2score == 55 && n1score == 0 || n1score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n2score == 54 && n1score == 0 || n1score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n2score == 53 && n1score == 0 || n1score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n2score == 52 && n1score == 0 || n1score == 57 && n3score == 0 || n3score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n1score > 45 && n2score > 45 && n3score > 45 && n4score > 45)

{

hello = false;

}

//

if (n2score > 0)

{

xn2 = 3;

yn2 = 11;

}

}

else if (op == "3")

{

if (n3score == 0)

{

if (dice\_roll == 6)

{

n3score = scorefunc(n3score, dice\_roll);

hello = false;

}

else

{

hello = true;

}

flagx = true;

}

else if (n3score == 57)

{

hello = true;

flagx = true;

}

else if (n3score + dice\_roll <= 57)

{

n3score = scorefunc(n3score, dice\_roll);

hello = false;

flagx = true;

}

else if (n1score + dice\_roll > 57 || n1score == 0 && n2score + dice\_roll > 57 || n2score == 0 && n3score + dice\_roll > 57 || n3score == 0 && n4score + dice\_roll > 57 || n4score == 0 && dice\_roll == 6)

{

hello = true;

flagx = true;

}

if (flagx == false)

{

hello = true;

}

if (flagx == true)

{

flagx = false;

}

if (n3score == 57 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

if (n3score == 56 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n3score == 55 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n3score == 54 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n3score == 53 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n3score == 52 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n4score == 0 || n4score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n1score > 45 && n2score > 45 && n3score > 45 && n4score > 45)

{

hello = false;

}

//

if (n3score > 0)

{

xn3 = 3;

yn3 = 11;

}

}

else if (op == "4")

{

if (n4score == 0)

{

if (dice\_roll == 6)

{

n4score = scorefunc(n4score, dice\_roll);

hello = false;

}

else

{

hello = true;

}

flagx = true;

}

else if (n4score == 57)

{

hello = true;

flagx = true;

}

else if (n4score + dice\_roll <= 57)

{

n4score = scorefunc(n4score, dice\_roll);

hello = false;

flagx = true;

}

else if (n1score + dice\_roll > 57 || n1score == 0 && n2score + dice\_roll > 57 || n2score == 0 && n3score + dice\_roll > 57 || n3score == 0 && n4score + dice\_roll > 57 || n4score == 0 && dice\_roll == 6)

{

hello = true;

flagx = true;

}

if (flagx == false)

{

hello = true;

}

if (flagx == true)

{

flagx = false;

}

if (n4score == 57 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

if (n4score == 56 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n4score == 55 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n4score == 54 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n4score == 53 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n4score == 52 && n1score == 0 || n1score == 57 && n2score == 0 || n2score == 57 && n3score == 0 || n3score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n1score > 45 && n2score > 45 && n3score > 45 && n4score > 45)

{

hello = false;

}

//

if (n4score > 0)

{

xn4 = 3;

yn4 = 11;

}

}

if (n1score == 0 && n2score == 0 && n3score == 0 && n4score == 0)

{

hello = false;

}

}

}

// clearing old beads indexes

for (int i = 0; i < rowSize; i++)

{

for (int z = 0; z < colSize; z++)

{

if (maze[i][z] == '1')

{

maze[i][z] = ' ';

gotoxy(z, i);

cout << maze[i][z];

}

}

}

for (int i = 0; i < rowSize; i++)

{

for (int z = 0; z < colSize; z++)

{

if (maze[i][z] == '2')

{

maze[i][z] = ' ';

gotoxy(z, i);

cout << maze[i][z];

}

}

}

for (int i = 0; i < rowSize; i++)

{

for (int z = 0; z < colSize; z++)

{

if (maze[i][z] == '3')

{

maze[i][z] = ' ';

gotoxy(z, i);

cout << maze[i][z];

}

}

}

for (int i = 0; i < rowSize; i++)

{

for (int z = 0; z < colSize; z++)

{

if (maze[i][z] == '4')

{

maze[i][z] = ' ';

gotoxy(z, i);

cout << maze[i][z];

}

}

}

//

if (n1score == 0)

{

maze[xn1][yn1] = n1;

gotoxy(yn1, xn1);

cout << "X" << endl;

}

if (n1score == 1)

{

maze[xn1 + 10][yn1] = n1;

gotoxy(yn1, xn1 + 10);

cout << "X" << endl;

}

else if (n1score == 2)

{

maze[xn1 + 10][yn1 + 6] = n1;

gotoxy(yn1 + 6, xn1 + 10);

cout << "X" << endl;

}

else if (n1score == 3)

{

maze[xn1 + 10][yn1 + 13] = n1;

gotoxy(yn1 + 13, xn1 + 10);

cout << "X" << endl;

}

else if (n1score == 4)

{

maze[xn1 + 10][yn1 + 21] = n1;

gotoxy(yn1 + 21, xn1 + 10);

cout << "X" << endl;

}

else if (n1score == 5)

{

maze[xn1 + 10][yn1 + 29] = n1;

gotoxy(yn1 + 29, xn1 + 10);

cout << "X" << endl;

}

else if (n1score == 6)

{

maze[xn1 + 8][yn1 + 36] = n1;

gotoxy(yn1 + 36, xn1 + 8);

cout << "X" << endl;

}

else if (n1score == 7)

{

maze[xn1 + 6][yn1 + 36] = n1;

gotoxy(yn1 + 36, xn1 + 6);

cout << "X" << endl;

}

else if (n1score == 8)

{

maze[xn1 + 4][yn1 + 36] = n1;

gotoxy(yn1 + 36, xn1 + 4);

cout << "X" << endl;

}

else if (n1score == 9)

{

maze[xn1 + 2][yn1 + 36] = n1;

gotoxy(yn1 + 36, xn1 + 2);

cout << "X" << endl;

}

else if (n1score == 10)

{

maze[xn1][yn1 + 36] = n1;

gotoxy(yn1 + 36, xn1);

cout << "X" << endl;

}

else if (n1score == 11)

{

maze[xn1 - 2][yn1 + 36] = n1;

gotoxy(yn1 + 36, xn1 - 2);

cout << "X" << endl;

}

else if (n1score == 12)

{

maze[xn1 - 2][yn1 + 42] = n1;

gotoxy(yn1 + 42, xn1 - 2);

cout << "X" << endl;

}

else if (n1score == 13)

{

maze[xn1 - 2][yn1 + 48] = n1;

gotoxy(yn1 + 48, xn1 - 2);

cout << "X" << endl;

}

else if (n1score == 14)

{

maze[xn1][yn1 + 48] = n1;

gotoxy(yn1 + 48, xn1);

cout << "X" << endl;

}

else if (n1score == 15)

{

maze[xn1 + 2][yn1 + 48] = n1;

gotoxy(yn1 + 48, xn1 + 2);

cout << "X" << endl;

}

else if (n1score == 16)

{

maze[xn1 + 4][yn1 + 48] = n1;

gotoxy(yn1 + 48, xn1 + 4);

cout << "X" << endl;

}

else if (n1score == 17)

{

maze[xn1 + 6][yn1 + 48] = n1;

gotoxy(yn1 + 48, xn1 + 6);

cout << "X" << endl;

}

else if (n1score == 18)

{

maze[xn1 + 8][yn1 + 48] = n1;

gotoxy(yn1 + 48, xn1 + 8);

cout << "X" << endl;

}

else if (n1score == 19)

{

maze[xn1 + 10][yn1 + 55] = n1;

gotoxy(yn1 + 55, xn1 + 10);

cout << "X" << endl;

}

else if (n1score == 20)

{

maze[xn1 + 10][yn1 + 63] = n1;

gotoxy(yn1 + 63, xn1 + 10);

cout << "X" << endl;

}

else if (n1score == 21)

{

maze[xn1 + 10][yn1 + 71] = n1;

gotoxy(yn1 + 71, xn1 + 10);

cout << "X" << endl;

}

else if (n1score == 22)

{

maze[xn1 + 10][yn1 + 78] = n1;

gotoxy(yn1 + 78, xn1 + 10);

cout << "X" << endl;

}

else if (n1score == 23)

{

maze[xn1 + 10][yn1 + 85] = n1;

gotoxy(yn1 + 85, xn1 + 10);

cout << "X" << endl;

}

else if (n1score == 24)

{

maze[xn1 + 10][yn1 + 91] = n1;

gotoxy(yn1 + 91, xn1 + 10);

cout << "X" << endl;

}

else if (n1score == 24)

{

maze[xn1 + 10][yn1 + 91] = n1;

gotoxy(yn1 + 91, xn1 + 10);

cout << "X" << endl;

}

else if (n1score == 25)

{

maze[xn1 + 12][yn1 + 91] = n1;

gotoxy(yn1 + 91, xn1 + 12);

cout << "X" << endl;

}

else if (n1score == 26)

{

maze[xn1 + 14][yn1 + 91] = n1;

gotoxy(yn1 + 91, xn1 + 14);

cout << "X" << endl;

}

else if (n1score == 27)

{

maze[xn1 + 14][yn1 + 85] = n1;

gotoxy(yn1 + 85, xn1 + 14);

cout << "X" << endl;

}

else if (n1score == 28)

{

maze[xn1 + 14][yn1 + 78] = n1;

gotoxy(yn1 + 78, xn1 + 14);

cout << "X" << endl;

}

else if (n1score == 29)

{

maze[xn1 + 14][yn1 + 71] = n1;

gotoxy(yn1 + 71, xn1 + 14);

cout << "X" << endl;

}

else if (n1score == 30)

{

maze[xn1 + 14][yn1 + 63] = n1;

gotoxy(yn1 + 63, xn1 + 14);

cout << "X" << endl;

}

else if (n1score == 31)

{

maze[xn1 + 14][yn1 + 55] = n1;

gotoxy(yn1 + 55, xn1 + 14);

cout << "X" << endl;

}

else if (n1score == 32)

{

maze[xn1 + 16][yn1 + 48] = n1;

gotoxy(yn1 + 48, xn1 + 16);

cout << "X" << endl;

}

else if (n1score == 33)

{

maze[xn1 + 18][yn1 + 48] = n1;

gotoxy(yn1 + 48, xn1 + 18);

cout << "X" << endl;

}

else if (n1score == 34)

{

maze[xn1 + 20][yn1 + 48] = n1;

gotoxy(yn1 + 48, xn1 + 20);

cout << "X" << endl;

}

else if (n1score == 35)

{

maze[xn1 + 22][yn1 + 48] = n1;

gotoxy(yn1 + 48, xn1 + 22);

cout << "X" << endl;

}

else if (n1score == 36)

{

maze[xn1 + 24][yn1 + 48] = n1;

gotoxy(yn1 + 48, xn1 + 24);

cout << "X" << endl;

}

else if (n1score == 37)

{

maze[xn1 + 26][yn1 + 48] = n1;

gotoxy(yn1 + 48, xn1 + 26);

cout << "X" << endl;

}

else if (n1score == 38)

{

maze[xn1 + 26][yn1 + 42] = n1;

gotoxy(yn1 + 42, xn1 + 26);

cout << "X" << endl;

}

else if (n1score == 39)

{

maze[xn1 + 26][yn1 + 36] = n1;

gotoxy(yn1 + 36, xn1 + 26);

cout << "X" << endl;

}

else if (n1score == 40)

{

maze[xn1 + 24][yn1 + 36] = n1;

gotoxy(yn1 + 36, xn1 + 24);

cout << "X" << endl;

}

else if (n1score == 41)

{

maze[xn1 + 22][yn1 + 36] = n1;

gotoxy(yn1 + 36, xn1 + 22);

cout << "X" << endl;

}

else if (n1score == 42)

{

maze[xn1 + 20][yn1 + 36] = n1;

gotoxy(yn1 + 36, xn1 + 20);

cout << "X" << endl;

}

else if (n1score == 43)

{

maze[xn1 + 18][yn1 + 36] = n1;

gotoxy(yn1 + 36, xn1 + 18);

cout << "X" << endl;

}

else if (n1score == 44)

{

maze[xn1 + 16][yn1 + 36] = n1;

gotoxy(yn1 + 36, xn1 + 16);

cout << "X" << endl;

}

else if (n1score == 45)

{

maze[xn1 + 14][yn1 + 29] = n1;

gotoxy(yn1 + 29, xn1 + 14);

cout << "X" << endl;

}

else if (n1score == 46)

{

maze[xn1 + 14][yn1 + 21] = n1;

gotoxy(yn1 + 21, xn1 + 14);

cout << "X" << endl;

}

else if (n1score == 47)

{

maze[xn1 + 14][yn1 + 14] = n1;

gotoxy(yn1 + 14, xn1 + 14);

cout << "X" << endl;

}

else if (n1score == 48)

{

maze[xn1 + 14][yn1 + 7] = n1;

gotoxy(yn1 + 7, xn1 + 14);

cout << "X" << endl;

}

else if (n1score == 49)

{

maze[xn1 + 14][yn1] = n1;

gotoxy(yn1, xn1 + 14);

cout << "X" << endl;

}

else if (n1score == 50)

{

maze[xn1 + 14][yn1 - 7] = n1;

gotoxy(yn1 - 7, xn1 + 14);

cout << "X" << endl;

}

else if (n1score == 51)

{

maze[xn1 + 12][yn1 - 7] = n1;

gotoxy(yn1 - 7, xn1 + 12);

cout << "X" << endl;

}

else if (n1score == 52)

{

maze[xn1 + 12][yn1] = n1;

gotoxy(yn1, xn1 + 12);

cout << "X" << endl;

}

else if (n1score == 53)

{

maze[xn1 + 12][yn1 + 7] = n1;

gotoxy(yn1 + 7, xn1 + 12);

cout << "X" << endl;

}

else if (n1score == 54)

{

maze[xn1 + 12][yn1 + 14] = n1;

gotoxy(yn1 + 14, xn1 + 12);

cout << "X" << endl;

}

else if (n1score == 55)

{

maze[xn1 + 12][yn1 + 21] = n1;

gotoxy(yn1 + 21, xn1 + 12);

cout << "X" << endl;

}

else if (n1score == 56)

{

maze[xn1 + 12][yn1 + 28] = n1;

gotoxy(yn1 + 28, xn1 + 12);

cout << "X" << endl;

}

else if (n1score == 57)

{

maze[xn1 + 12][yn1 + 34] = n1;

gotoxy(yn1 + 34, xn1 + 12);

cout << "X" << endl;

}

// for second bead of player 1

if (n2score == 0)

{

maze[xn2][yn2] = n2;

gotoxy(yn2, xn2);

cout << "X" << endl;

}

else if (n2score == 1)

{

maze[xn2 + 10][yn2] = n2;

gotoxy(yn2, xn2 + 10);

cout << "X" << endl;

}

else if (n2score == 2)

{

maze[xn2 + 10][yn2 + 6] = n2;

gotoxy(yn2 + 6, xn2 + 10);

cout << "X" << endl;

}

else if (n2score == 3)

{

maze[xn2 + 10][yn2 + 13] = n2;

gotoxy(yn2 + 13, xn2 + 10);

cout << "X" << endl;

}

else if (n2score == 4)

{

maze[xn2 + 10][yn2 + 21] = n2;

gotoxy(yn2 + 21, xn2 + 10);

cout << "X" << endl;

}

else if (n2score == 5)

{

maze[xn2 + 10][yn2 + 29] = n2;

gotoxy(yn2 + 29, xn2 + 10);

cout << "X" << endl;

}

else if (n2score == 6)

{

maze[xn2 + 8][yn2 + 36] = n2;

gotoxy(yn2 + 36, xn2 + 8);

cout << "X" << endl;

}

else if (n2score == 7)

{

maze[xn2 + 6][yn2 + 36] = n2;

gotoxy(yn2 + 36, xn2 + 6);

cout << "X" << endl;

}

else if (n2score == 8)

{

maze[xn2 + 4][yn2 + 36] = n2;

gotoxy(yn2 + 36, xn2 + 4);

cout << "X" << endl;

}

else if (n2score == 9)

{

maze[xn2 + 2][yn2 + 36] = n2;

gotoxy(yn2 + 36, xn2 + 2);

cout << "X" << endl;

}

else if (n2score == 10)

{

maze[xn2][yn2 + 36] = n2;

gotoxy(yn2 + 36, xn2);

cout << "X" << endl;

}

else if (n2score == 11)

{

maze[xn2 - 2][yn2 + 36] = n2;

gotoxy(yn2 + 36, xn2 - 2);

cout << "X" << endl;

}

else if (n2score == 12)

{

maze[xn2 - 2][yn2 + 42] = n2;

gotoxy(yn2 + 42, xn2 - 2);

cout << "X" << endl;

}

else if (n2score == 13)

{

maze[xn2 - 2][yn2 + 48] = n2;

gotoxy(yn2 + 48, xn2 - 2);

cout << "X" << endl;

}

else if (n2score == 14)

{

maze[xn2][yn2 + 48] = n2;

gotoxy(yn2 + 48, xn2);

cout << "X" << endl;

}

else if (n2score == 15)

{

maze[xn2 + 2][yn2 + 48] = n2;

gotoxy(yn2 + 48, xn2 + 2);

cout << "X" << endl;

}

else if (n2score == 16)

{

maze[xn2 + 4][yn2 + 48] = n2;

gotoxy(yn2 + 48, xn2 + 4);

cout << "X" << endl;

}

else if (n2score == 17)

{

maze[xn2 + 6][yn2 + 48] = n2;

gotoxy(yn2 + 48, xn2 + 6);

cout << "X" << endl;

}

else if (n2score == 18)

{

maze[xn2 + 8][yn2 + 48] = n2;

gotoxy(yn2 + 48, xn2 + 8);

cout << "X" << endl;

}

else if (n2score == 19)

{

maze[xn2 + 10][yn2 + 55] = n2;

gotoxy(yn2 + 55, xn2 + 10);

cout << "X" << endl;

}

else if (n2score == 20)

{

maze[xn2 + 10][yn2 + 63] = n2;

gotoxy(yn2 + 63, xn2 + 10);

cout << "X" << endl;

}

else if (n2score == 21)

{

maze[xn2 + 10][yn2 + 71] = n2;

gotoxy(yn2 + 71, xn2 + 10);

cout << "X" << endl;

}

else if (n2score == 22)

{

maze[xn2 + 10][yn2 + 78] = n2;

gotoxy(yn2 + 78, xn2 + 10);

cout << "X" << endl;

}

else if (n2score == 23)

{

maze[xn2 + 10][yn2 + 85] = n2;

gotoxy(yn2 + 85, xn2 + 10);

cout << "X" << endl;

}

else if (n2score == 24)

{

maze[xn2 + 10][yn2 + 91] = n2;

gotoxy(yn2 + 91, xn2 + 10);

cout << "X" << endl;

}

else if (n2score == 24)

{

maze[xn2 + 10][yn2 + 91] = n2;

gotoxy(yn2 + 91, xn2 + 10);

cout << "X" << endl;

}

else if (n2score == 25)

{

maze[xn2 + 12][yn2 + 91] = n2;

gotoxy(yn2 + 91, xn2 + 12);

cout << "X" << endl;

}

else if (n2score == 26)

{

maze[xn2 + 14][yn2 + 91] = n2;

gotoxy(yn2 + 91, xn2 + 14);

cout << "X" << endl;

}

else if (n2score == 27)

{

maze[xn2 + 14][yn2 + 85] = n2;

gotoxy(yn2 + 85, xn2 + 14);

cout << "X" << endl;

}

else if (n2score == 28)

{

maze[xn2 + 14][yn2 + 78] = n2;

gotoxy(yn2 + 78, xn2 + 14);

cout << "X" << endl;

}

else if (n2score == 29)

{

maze[xn2 + 14][yn2 + 71] = n2;

gotoxy(yn2 + 71, xn2 + 14);

cout << "X" << endl;

}

else if (n2score == 30)

{

maze[xn2 + 14][yn2 + 63] = n2;

gotoxy(yn2 + 63, xn2 + 14);

cout << "X" << endl;

}

else if (n2score == 31)

{

maze[xn2 + 14][yn2 + 55] = n2;

gotoxy(yn2 + 55, xn2 + 14);

cout << "X" << endl;

}

else if (n2score == 32)

{

maze[xn2 + 16][yn2 + 48] = n2;

gotoxy(yn2 + 48, xn2 + 16);

cout << "X" << endl;

}

else if (n2score == 33)

{

maze[xn2 + 18][yn2 + 48] = n2;

gotoxy(yn2 + 48, xn2 + 18);

cout << "X" << endl;

}

else if (n2score == 34)

{

maze[xn2 + 20][yn2 + 48] = n2;

gotoxy(yn2 + 48, xn2 + 20);

cout << "X" << endl;

}

else if (n2score == 35)

{

maze[xn2 + 22][yn2 + 48] = n2;

gotoxy(yn2 + 48, xn2 + 22);

cout << "X" << endl;

}

else if (n2score == 36)

{

maze[xn2 + 24][yn2 + 48] = n2;

gotoxy(yn2 + 48, xn2 + 24);

cout << "X" << endl;

}

else if (n2score == 37)

{

maze[xn2 + 26][yn2 + 48] = n2;

gotoxy(yn2 + 48, xn2 + 26);

cout << "X" << endl;

}

else if (n2score == 38)

{

maze[xn2 + 26][yn2 + 42] = n2;

gotoxy(yn2 + 42, xn2 + 26);

cout << "X" << endl;

}

else if (n2score == 39)

{

maze[xn2 + 26][yn2 + 36] = n2;

gotoxy(yn2 + 36, xn2 + 26);

cout << "X" << endl;

}

else if (n2score == 40)

{

maze[xn2 + 24][yn2 + 36] = n2;

gotoxy(yn2 + 36, xn2 + 24);

cout << "X" << endl;

}

else if (n2score == 41)

{

maze[xn2 + 22][yn2 + 36] = n2;

gotoxy(yn2 + 36, xn2 + 22);

cout << "X" << endl;

}

else if (n2score == 42)

{

maze[xn2 + 20][yn2 + 36] = n2;

gotoxy(yn2 + 36, xn2 + 20);

cout << "X" << endl;

}

else if (n2score == 43)

{

maze[xn2 + 18][yn2 + 36] = n2;

gotoxy(yn2 + 36, xn2 + 18);

cout << "X" << endl;

}

else if (n2score == 44)

{

maze[xn2 + 16][yn2 + 36] = n2;

gotoxy(yn2 + 36, xn2 + 16);

cout << "X" << endl;

}

else if (n2score == 45)

{

maze[xn2 + 14][yn2 + 29] = n2;

gotoxy(yn2 + 29, xn2 + 14);

cout << "X" << endl;

}

else if (n2score == 46)

{

maze[xn2 + 14][yn2 + 21] = n2;

gotoxy(yn2 + 21, xn2 + 14);

cout << "X" << endl;

}

else if (n2score == 47)

{

maze[xn2 + 14][yn2 + 14] = n2;

gotoxy(yn2 + 14, xn2 + 14);

cout << "X" << endl;

}

else if (n2score == 48)

{

maze[xn2 + 14][yn2 + 7] = n2;

gotoxy(yn2 + 7, xn2 + 14);

cout << "X" << endl;

}

else if (n2score == 49)

{

maze[xn2 + 14][yn2] = n2;

gotoxy(yn2, xn2 + 14);

cout << "X" << endl;

}

else if (n2score == 50)

{

maze[xn2 + 14][yn2 - 7] = n2;

gotoxy(yn2 - 7, xn2 + 14);

cout << "X" << endl;

}

else if (n2score == 51)

{

maze[xn2 + 12][yn2 - 7] = n2;

gotoxy(yn2 - 7, xn2 + 12);

cout << "X" << endl;

}

else if (n2score == 52)

{

maze[xn2 + 12][yn2] = n2;

gotoxy(yn2, xn2 + 12);

cout << "X" << endl;

}

else if (n2score == 53)

{

maze[xn2 + 12][yn2 + 7] = n2;

gotoxy(yn2 + 7, xn2 + 12);

cout << "X" << endl;

}

else if (n2score == 54)

{

maze[xn2 + 12][yn2 + 14] = n2;

gotoxy(yn2 + 14, xn2 + 12);

cout << "X" << endl;

}

else if (n2score == 55)

{

maze[xn2 + 12][yn2 + 21] = n2;

gotoxy(yn2 + 21, xn2 + 12);

cout << "X" << endl;

}

else if (n2score == 56)

{

maze[xn2 + 12][yn2 + 28] = n2;

gotoxy(yn2 + 28, xn2 + 12);

cout << "X" << endl;

}

else if (n2score == 57)

{

maze[xn2 + 12][yn2 + 34] = n2;

gotoxy(yn2 + 34, xn2 + 12);

cout << "X" << endl;

}

// displaying third bead

if (n3score == 0)

{

maze[xn3][yn3] = n3;

gotoxy(yn3, xn3);

cout << "X" << endl;

}

else if (n3score == 1)

{

maze[xn3 + 10][yn3] = n3;

gotoxy(yn3, xn3 + 10);

cout << "X" << endl;

}

else if (n3score == 2)

{

maze[xn3 + 10][yn3 + 6] = n3;

gotoxy(yn3 + 6, xn3 + 10);

cout << "X" << endl;

}

else if (n3score == 3)

{

maze[xn3 + 10][yn3 + 13] = n3;

gotoxy(yn3 + 13, xn3 + 10);

cout << "X" << endl;

}

else if (n3score == 4)

{

maze[xn3 + 10][yn3 + 21] = n3;

gotoxy(yn3 + 21, xn3 + 10);

cout << "X" << endl;

}

else if (n3score == 5)

{

maze[xn3 + 10][yn3 + 29] = n3;

gotoxy(yn3 + 29, xn3 + 10);

cout << "X" << endl;

}

else if (n3score == 6)

{

maze[xn3 + 8][yn3 + 36] = n3;

gotoxy(yn3 + 36, xn3 + 8);

cout << "X" << endl;

}

else if (n3score == 7)

{

maze[xn3 + 6][yn3 + 36] = n3;

gotoxy(yn3 + 36, xn3 + 6);

cout << "X" << endl;

}

else if (n3score == 8)

{

maze[xn3 + 4][yn3 + 36] = n3;

gotoxy(yn3 + 36, xn3 + 4);

cout << "X" << endl;

}

else if (n3score == 9)

{

maze[xn3 + 2][yn3 + 36] = n3;

gotoxy(yn3 + 36, xn3 + 2);

cout << "X" << endl;

}

else if (n3score == 10)

{

maze[xn3][yn3 + 36] = n3;

gotoxy(yn3 + 36, xn3);

cout << "X" << endl;

}

else if (n3score == 11)

{

maze[xn3 - 2][yn3 + 36] = n3;

gotoxy(yn3 + 36, xn3 - 2);

cout << "X" << endl;

}

else if (n3score == 12)

{

maze[xn3 - 2][yn3 + 42] = n3;

gotoxy(yn3 + 42, xn3 - 2);

cout << "X" << endl;

}

else if (n3score == 13)

{

maze[xn3 - 2][yn3 + 48] = n3;

gotoxy(yn3 + 48, xn3 - 2);

cout << "X" << endl;

}

else if (n3score == 14)

{

maze[xn3][yn3 + 48] = n3;

gotoxy(yn3 + 48, xn3);

cout << "X" << endl;

}

else if (n3score == 15)

{

maze[xn3 + 2][yn3 + 48] = n3;

gotoxy(yn3 + 48, xn3 + 2);

cout << "X" << endl;

}

else if (n3score == 16)

{

maze[xn3 + 4][yn3 + 48] = n3;

gotoxy(yn3 + 48, xn3 + 4);

cout << "X" << endl;

}

else if (n3score == 17)

{

maze[xn3 + 6][yn3 + 48] = n3;

gotoxy(yn3 + 48, xn3 + 6);

cout << "X" << endl;

}

else if (n3score == 18)

{

maze[xn3 + 8][yn3 + 48] = n3;

gotoxy(yn3 + 48, xn3 + 8);

cout << "X" << endl;

}

else if (n3score == 19)

{

maze[xn3 + 10][yn3 + 55] = n3;

gotoxy(yn3 + 55, xn3 + 10);

cout << "X" << endl;

}

else if (n3score == 20)

{

maze[xn3 + 10][yn3 + 63] = n3;

gotoxy(yn3 + 63, xn3 + 10);

cout << "X" << endl;

}

else if (n3score == 21)

{

maze[xn3 + 10][yn3 + 71] = n3;

gotoxy(yn3 + 71, xn3 + 10);

cout << "X" << endl;

}

else if (n3score == 22)

{

maze[xn3 + 10][yn3 + 78] = n3;

gotoxy(yn3 + 78, xn3 + 10);

cout << "X" << endl;

}

else if (n3score == 23)

{

maze[xn3 + 10][yn3 + 85] = n3;

gotoxy(yn3 + 85, xn3 + 10);

cout << "X" << endl;

}

else if (n3score == 24)

{

maze[xn3 + 10][yn3 + 91] = n3;

gotoxy(yn3 + 91, xn3 + 10);

cout << "X" << endl;

}

else if (n3score == 24)

{

maze[xn3 + 10][yn3 + 91] = n3;

gotoxy(yn3 + 91, xn3 + 10);

cout << "X" << endl;

}

else if (n3score == 25)

{

maze[xn3 + 12][yn3 + 91] = n3;

gotoxy(yn3 + 91, xn3 + 12);

cout << "X" << endl;

}

else if (n3score == 26)

{

maze[xn3 + 14][yn3 + 91] = n3;

gotoxy(yn3 + 91, xn3 + 14);

cout << "X" << endl;

}

else if (n3score == 27)

{

maze[xn3 + 14][yn3 + 85] = n3;

gotoxy(yn3 + 85, xn3 + 14);

cout << "X" << endl;

}

else if (n3score == 28)

{

maze[xn3 + 14][yn3 + 78] = n3;

gotoxy(yn3 + 78, xn3 + 14);

cout << "X" << endl;

}

else if (n3score == 29)

{

maze[xn3 + 14][yn3 + 71] = n3;

gotoxy(yn3 + 71, xn3 + 14);

cout << "X" << endl;

}

else if (n3score == 30)

{

maze[xn3 + 14][yn3 + 63] = n3;

gotoxy(yn3 + 63, xn3 + 14);

cout << "X" << endl;

}

else if (n3score == 31)

{

maze[xn3 + 14][yn3 + 55] = n3;

gotoxy(yn3 + 55, xn3 + 14);

cout << "X" << endl;

}

else if (n3score == 32)

{

maze[xn3 + 16][yn3 + 48] = n3;

gotoxy(yn3 + 48, xn3 + 16);

cout << "X" << endl;

}

else if (n3score == 33)

{

maze[xn3 + 18][yn3 + 48] = n3;

gotoxy(yn3 + 48, xn3 + 18);

cout << "X" << endl;

}

else if (n3score == 34)

{

maze[xn3 + 20][yn3 + 48] = n3;

gotoxy(yn3 + 48, xn3 + 20);

cout << "X" << endl;

}

else if (n3score == 35)

{

maze[xn3 + 22][yn3 + 48] = n3;

gotoxy(yn3 + 48, xn3 + 22);

cout << "X" << endl;

}

else if (n3score == 36)

{

maze[xn3 + 24][yn3 + 48] = n3;

gotoxy(yn3 + 48, xn3 + 24);

cout << "X" << endl;

}

else if (n3score == 37)

{

maze[xn3 + 26][yn3 + 48] = n3;

gotoxy(yn3 + 48, xn3 + 26);

cout << "X" << endl;

}

else if (n3score == 38)

{

maze[xn3 + 26][yn3 + 42] = n3;

gotoxy(yn3 + 42, xn3 + 26);

cout << "X" << endl;

}

else if (n3score == 39)

{

maze[xn3 + 26][yn3 + 36] = n3;

gotoxy(yn3 + 36, xn3 + 26);

cout << "X" << endl;

}

else if (n3score == 40)

{

maze[xn3 + 24][yn3 + 36] = n3;

gotoxy(yn3 + 36, xn3 + 24);

cout << "X" << endl;

}

else if (n3score == 41)

{

maze[xn3 + 22][yn3 + 36] = n3;

gotoxy(yn3 + 36, xn3 + 22);

cout << "X" << endl;

}

else if (n3score == 42)

{

maze[xn3 + 20][yn3 + 36] = n3;

gotoxy(yn3 + 36, xn3 + 20);

cout << "X" << endl;

}

else if (n3score == 43)

{

maze[xn3 + 18][yn3 + 36] = n3;

gotoxy(yn3 + 36, xn3 + 18);

cout << "X" << endl;

}

else if (n3score == 44)

{

maze[xn3 + 16][yn3 + 36] = n3;

gotoxy(yn3 + 36, xn3 + 16);

cout << "X" << endl;

}

else if (n3score == 45)

{

maze[xn3 + 14][yn3 + 29] = n3;

gotoxy(yn3 + 29, xn3 + 14);

cout << "X" << endl;

}

else if (n3score == 46)

{

maze[xn3 + 14][yn3 + 21] = n3;

gotoxy(yn3 + 21, xn3 + 14);

cout << "X" << endl;

}

else if (n3score == 47)

{

maze[xn3 + 14][yn3 + 14] = n3;

gotoxy(yn3 + 14, xn3 + 14);

cout << "X" << endl;

}

else if (n3score == 48)

{

maze[xn3 + 14][yn3 + 7] = n3;

gotoxy(yn3 + 7, xn3 + 14);

cout << "X" << endl;

}

else if (n3score == 49)

{

maze[xn3 + 14][yn3] = n3;

gotoxy(yn3, xn3 + 14);

cout << "X" << endl;

}

else if (n3score == 50)

{

maze[xn3 + 14][yn3 - 7] = n3;

gotoxy(yn3 - 7, xn3 + 14);

cout << "X" << endl;

}

else if (n3score == 51)

{

maze[xn3 + 12][yn3 - 7] = n3;

gotoxy(yn3 - 7, xn3 + 12);

cout << "X" << endl;

}

else if (n3score == 52)

{

maze[xn3 + 12][yn3] = n3;

gotoxy(yn3, xn3 + 12);

cout << "X" << endl;

}

else if (n3score == 53)

{

maze[xn3 + 12][yn3 + 7] = n3;

gotoxy(yn3 + 7, xn3 + 12);

cout << "X" << endl;

}

else if (n3score == 54)

{

maze[xn3 + 12][yn3 + 14] = n3;

gotoxy(yn3 + 14, xn3 + 12);

cout << "X" << endl;

}

else if (n3score == 55)

{

maze[xn3 + 12][yn3 + 21] = n3;

gotoxy(yn3 + 21, xn3 + 12);

cout << "X" << endl;

}

else if (n3score == 56)

{

maze[xn3 + 12][yn3 + 28] = n3;

gotoxy(yn3 + 28, xn3 + 12);

cout << "X" << endl;

}

else if (n3score == 57)

{

maze[xn3 + 12][yn3 + 34] = n3;

gotoxy(yn3 + 34, xn3 + 12);

cout << "X" << endl;

}

// fourth bead

if (n4score == 0)

{

maze[xn4][yn4] = n4;

gotoxy(yn4, xn4);

cout << "X" << endl;

}

else if (n4score == 1)

{

maze[xn4 + 10][yn4] = n4;

gotoxy(yn4, xn4 + 10);

cout << "X" << endl;

}

else if (n4score == 2)

{

maze[xn4 + 10][yn4 + 6] = n4;

gotoxy(yn4 + 6, xn4 + 10);

cout << "X" << endl;

}

else if (n4score == 3)

{

maze[xn4 + 10][yn4 + 13] = n4;

gotoxy(yn4 + 13, xn4 + 10);

cout << "X" << endl;

}

else if (n4score == 4)

{

maze[xn4 + 10][yn4 + 21] = n4;

gotoxy(yn4 + 21, xn4 + 10);

cout << "X" << endl;

}

else if (n4score == 5)

{

maze[xn4 + 10][yn4 + 29] = n4;

gotoxy(yn4 + 29, xn4 + 10);

cout << "X" << endl;

}

else if (n4score == 6)

{

maze[xn4 + 8][yn4 + 36] = n4;

gotoxy(yn4 + 36, xn4 + 8);

cout << "X" << endl;

}

else if (n4score == 7)

{

maze[xn4 + 6][yn4 + 36] = n4;

gotoxy(yn4 + 36, xn4 + 6);

cout << "X" << endl;

}

else if (n4score == 8)

{

maze[xn4 + 4][yn4 + 36] = n4;

gotoxy(yn4 + 36, xn4 + 4);

cout << "X" << endl;

}

else if (n4score == 9)

{

maze[xn4 + 2][yn4 + 36] = n4;

gotoxy(yn4 + 36, xn4 + 2);

cout << "X" << endl;

}

else if (n4score == 10)

{

maze[xn4][yn4 + 36] = n4;

gotoxy(yn4 + 36, xn4);

cout << "X" << endl;

}

else if (n4score == 11)

{

maze[xn4 - 2][yn4 + 36] = n4;

gotoxy(yn4 + 36, xn4 - 2);

cout << "X" << endl;

}

else if (n4score == 12)

{

maze[xn4 - 2][yn4 + 42] = n4;

gotoxy(yn4 + 42, xn4 - 2);

cout << "X" << endl;

}

else if (n4score == 13)

{

maze[xn4 - 2][yn4 + 48] = n4;

gotoxy(yn4 + 48, xn4 - 2);

cout << "X" << endl;

}

else if (n4score == 14)

{

maze[xn4][yn4 + 48] = n4;

gotoxy(yn4 + 48, xn4);

cout << "X" << endl;

}

else if (n4score == 15)

{

maze[xn4 + 2][yn4 + 48] = n4;

gotoxy(yn4 + 48, xn4 + 2);

cout << "X" << endl;

}

else if (n4score == 16)

{

maze[xn4 + 4][yn4 + 48] = n4;

gotoxy(yn4 + 48, xn4 + 4);

cout << "X" << endl;

}

else if (n4score == 17)

{

maze[xn4 + 6][yn4 + 48] = n4;

gotoxy(yn4 + 48, xn4 + 6);

cout << "X" << endl;

}

else if (n4score == 18)

{

maze[xn4 + 8][yn4 + 48] = n4;

gotoxy(yn4 + 48, xn4 + 8);

cout << "X" << endl;

}

else if (n4score == 19)

{

maze[xn4 + 10][yn4 + 55] = n4;

gotoxy(yn4 + 55, xn4 + 10);

cout << "X" << endl;

}

else if (n4score == 20)

{

maze[xn4 + 10][yn4 + 63] = n4;

gotoxy(yn4 + 63, xn4 + 10);

cout << "X" << endl;

}

else if (n4score == 21)

{

maze[xn4 + 10][yn4 + 71] = n4;

gotoxy(yn4 + 71, xn4 + 10);

cout << "X" << endl;

}

else if (n4score == 22)

{

maze[xn4 + 10][yn4 + 78] = n4;

gotoxy(yn4 + 78, xn4 + 10);

cout << "X" << endl;

}

else if (n4score == 23)

{

maze[xn4 + 10][yn4 + 85] = n4;

gotoxy(yn4 + 85, xn4 + 10);

cout << "X" << endl;

}

else if (n4score == 24)

{

maze[xn4 + 10][yn4 + 91] = n4;

gotoxy(yn4 + 91, xn4 + 10);

cout << "X" << endl;

}

else if (n4score == 24)

{

maze[xn4 + 10][yn4 + 91] = n4;

gotoxy(yn4 + 91, xn4 + 10);

cout << "X" << endl;

}

else if (n4score == 25)

{

maze[xn4 + 12][yn4 + 91] = n4;

gotoxy(yn4 + 91, xn4 + 12);

cout << "X" << endl;

}

else if (n4score == 26)

{

maze[xn4 + 14][yn4 + 91] = n4;

gotoxy(yn4 + 91, xn4 + 14);

cout << "X" << endl;

}

else if (n4score == 27)

{

maze[xn4 + 14][yn4 + 85] = n4;

gotoxy(yn4 + 85, xn4 + 14);

cout << "X" << endl;

}

else if (n4score == 28)

{

maze[xn4 + 14][yn4 + 78] = n4;

gotoxy(yn4 + 78, xn4 + 14);

cout << "X" << endl;

}

else if (n4score == 29)

{

maze[xn4 + 14][yn4 + 71] = n4;

gotoxy(yn4 + 71, xn4 + 14);

cout << "X" << endl;

}

else if (n4score == 30)

{

maze[xn4 + 14][yn4 + 63] = n4;

gotoxy(yn4 + 63, xn4 + 14);

cout << "X" << endl;

}

else if (n4score == 31)

{

maze[xn4 + 14][yn4 + 55] = n4;

gotoxy(yn4 + 55, xn4 + 14);

cout << "X" << endl;

}

else if (n4score == 32)

{

maze[xn4 + 16][yn4 + 48] = n4;

gotoxy(yn4 + 48, xn4 + 16);

cout << "X" << endl;

}

else if (n4score == 33)

{

maze[xn4 + 18][yn4 + 48] = n4;

gotoxy(yn4 + 48, xn4 + 18);

cout << "X" << endl;

}

else if (n4score == 34)

{

maze[xn4 + 20][yn4 + 48] = n4;

gotoxy(yn4 + 48, xn4 + 20);

cout << "X" << endl;

}

else if (n4score == 35)

{

maze[xn4 + 22][yn4 + 48] = n4;

gotoxy(yn4 + 48, xn4 + 22);

cout << "X" << endl;

}

else if (n4score == 36)

{

maze[xn4 + 24][yn4 + 48] = n4;

gotoxy(yn4 + 48, xn4 + 24);

cout << "X" << endl;

}

else if (n4score == 37)

{

maze[xn4 + 26][yn4 + 48] = n4;

gotoxy(yn4 + 48, xn4 + 26);

cout << "X" << endl;

}

else if (n4score == 38)

{

maze[xn4 + 26][yn4 + 42] = n4;

gotoxy(yn4 + 42, xn4 + 26);

cout << "X" << endl;

}

else if (n4score == 39)

{

maze[xn4 + 26][yn4 + 36] = n4;

gotoxy(yn4 + 36, xn4 + 26);

cout << "X" << endl;

}

else if (n4score == 40)

{

maze[xn4 + 24][yn4 + 36] = n4;

gotoxy(yn4 + 36, xn4 + 24);

cout << "X" << endl;

}

else if (n4score == 41)

{

maze[xn4 + 22][yn4 + 36] = n4;

gotoxy(yn4 + 36, xn4 + 22);

cout << "X" << endl;

}

else if (n4score == 42)

{

maze[xn4 + 20][yn4 + 36] = n4;

gotoxy(yn4 + 36, xn4 + 20);

cout << "X" << endl;

}

else if (n4score == 43)

{

maze[xn4 + 18][yn4 + 36] = n4;

gotoxy(yn4 + 36, xn4 + 18);

cout << "X" << endl;

}

else if (n4score == 44)

{

maze[xn4 + 16][yn4 + 36] = n4;

gotoxy(yn4 + 36, xn4 + 16);

cout << "X" << endl;

}

else if (n4score == 45)

{

maze[xn4 + 14][yn4 + 29] = n4;

gotoxy(yn4 + 29, xn4 + 14);

cout << "X" << endl;

}

else if (n4score == 46)

{

maze[xn4 + 14][yn4 + 21] = n4;

gotoxy(yn4 + 21, xn4 + 14);

cout << "X" << endl;

}

else if (n4score == 47)

{

maze[xn4 + 14][yn4 + 14] = n4;

gotoxy(yn4 + 14, xn4 + 14);

cout << "X" << endl;

}

else if (n4score == 48)

{

maze[xn4 + 14][yn4 + 7] = n4;

gotoxy(yn4 + 7, xn4 + 14);

cout << "X" << endl;

}

else if (n4score == 49)

{

maze[xn4 + 14][yn4] = n4;

gotoxy(yn4, xn4 + 14);

cout << "X" << endl;

}

else if (n4score == 50)

{

maze[xn4 + 14][yn4 - 7] = n4;

gotoxy(yn4 - 7, xn4 + 14);

cout << "X" << endl;

}

else if (n4score == 51)

{

maze[xn4 + 12][yn4 - 7] = n4;

gotoxy(yn4 - 7, xn4 + 12);

cout << "X" << endl;

}

else if (n4score == 52)

{

maze[xn4 + 12][yn4] = n4;

gotoxy(yn4, xn4 + 12);

cout << "X" << endl;

}

else if (n4score == 53)

{

maze[xn4 + 12][yn4 + 7] = n4;

gotoxy(yn4 + 7, xn4 + 12);

cout << "X" << endl;

}

else if (n4score == 54)

{

maze[xn4 + 12][yn4 + 14] = n4;

gotoxy(yn4 + 14, xn4 + 12);

cout << "X" << endl;

}

else if (n4score == 55)

{

maze[xn4 + 12][yn4 + 21] = n4;

gotoxy(yn4 + 21, xn4 + 12);

cout << "X" << endl;

}

else if (n4score == 56)

{

maze[xn4 + 12][yn4 + 28] = n4;

gotoxy(yn4 + 28, xn4 + 12);

cout << "X" << endl;

}

else if (n4score == 57)

{

maze[xn4 + 12][yn4 + 34] = n4;

gotoxy(yn4 + 34, xn4 + 12);

cout << "X" << endl;

}

//

}

void colourplayer1beads(int rowSize, int colSize)

{

for (int i = 0; i < rowSize; i++)

{

for (int z = 0; z < colSize; z++)

{

if (maze[i][z] == '1' || maze[i][z] == '2' || maze[i][z] == '3' || maze[i][z] == '4')

{

gotoxy(z, i);

SetConsoleTextAttribute(h, 14);

cout << "X" << endl;

}

}

}

SetConsoleTextAttribute(h, 7);

}

void colourplayer2beads(int rowSize, int colSize)

{

for (int i = 0; i < rowSize; i++)

{

for (int z = 0; z < colSize; z++)

{

if (maze[i][z] == '5' || maze[i][z] == '6' || maze[i][z] == '7' || maze[i][z] == '8')

{

gotoxy(z, i);

SetConsoleTextAttribute(h, 13);

cout << "Y" << endl;

}

}

}

SetConsoleTextAttribute(h, 7);

}

void player2beads(int &n5score, int &n6score, int &n7score, int &n8score, string op, int dice\_roll, int rowSize, int colSize)

{

if (dice\_roll != 0)

{

bool hello = false;

bool flagx = false;

if (op == "1")

{

if (n5score == 0)

{

if (dice\_roll == 6)

{

n5score = scorefunc(n5score, dice\_roll);

hello = false;

}

else

{

hello = true;

}

flagx = true;

}

else if (n5score == 57)

{

hello = true;

flagx = true;

}

else if (n5score + dice\_roll <= 57)

{

flagx = true;

n5score = scorefunc(n5score, dice\_roll);

hello = false;

}

else if (n5score + dice\_roll > 57 || n5score == 0 && n6score + dice\_roll > 57 || n6score == 0 && n7score + dice\_roll > 57 || n7score == 0 && n8score + dice\_roll > 57 || n8score == 0 && dice\_roll == 6)

{

hello = true;

flagx = true;

}

if (flagx == false)

{

hello = true;

}

if (flagx == true)

{

flagx = false;

}

if (n5score == 57 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n5score == 56 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n5score == 55 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n5score == 54 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n5score == 53 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n5score == 52 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n5score == 52 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n5score > 45 && n6score > 45 && n7score > 45 && n8score > 45)

{

hello = false;

}

}

else if (op == "2")

{

if (n6score == 0)

{

if (dice\_roll == 6)

{

n6score = scorefunc(n6score, dice\_roll);

hello = false;

}

else

{

hello = true;

}

flagx = true;

}

else if (n6score == 57)

{

hello = true;

flagx = true;

}

else if (n6score + dice\_roll <= 57)

{

n6score = scorefunc(n6score, dice\_roll);

hello = false;

flagx = true;

}

else if (n5score + dice\_roll > 57 || n5score == 0 && n6score + dice\_roll > 57 || n6score == 0 && n7score + dice\_roll > 57 || n7score == 0 && n8score + dice\_roll > 57 || n8score == 0 && dice\_roll == 6)

{

hello = true;

flagx = true;

}

if (flagx == false)

{

hello = true;

}

if (flagx == true)

{

flagx = false;

}

if (n6score == 57 && n5score == 0 || n5score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n6score == 56 && n5score == 0 || n5score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n6score == 55 && n5score == 0 || n5score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n6score == 54 && n5score == 0 || n5score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n6score == 53 && n5score == 0 || n5score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n6score == 52 && n5score == 0 || n5score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n5score > 45 && n6score > 45 && n7score > 45 && n8score > 45)

{

hello = false;

}

//

if (n6score > 0)

{

xn6 = 22;

yn6 = 94;

}

}

else if (op == "3")

{

if (n7score == 0)

{

if (dice\_roll == 6)

{

n7score = scorefunc(n7score, dice\_roll);

hello = false;

}

else

{

hello = true;

}

flagx = true;

}

else if (n7score == 57)

{

hello = true;

flagx = true;

}

else if (n7score + dice\_roll <= 57)

{

n7score = scorefunc(n7score, dice\_roll);

hello = false;

flagx = true;

}

else if (n5score + dice\_roll > 57 || n5score == 0 && n6score + dice\_roll > 57 || n6score == 0 && n7score + dice\_roll > 57 || n7score == 0 && n8score + dice\_roll > 57 || n8score == 0 && dice\_roll == 6)

{

hello = true;

flagx = true;

}

if (flagx == false)

{

hello = true;

}

if (flagx == true)

{

flagx = false;

}

if (n7score == 57 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

if (n7score == 56 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n7score == 55 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n7score == 54 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n7score == 53 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n7score == 52 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n5score > 45 && n6score > 45 && n7score > 45 && n8score > 45)

{

hello = false;

}

//

if (n7score > 0)

{

xn7 = 22;

yn7 = 94;

}

}

else if (op == "4")

{

if (n8score == 0)

{

if (dice\_roll == 6)

{

n8score = scorefunc(n8score, dice\_roll);

hello = false;

}

else

{

hello = true;

}

flagx = true;

}

else if (n8score == 57)

{

hello = true;

flagx = true;

}

else if (n8score + dice\_roll <= 57)

{

n8score = scorefunc(n8score, dice\_roll);

hello = false;

flagx = true;

}

else if (n5score + dice\_roll > 57 || n5score == 0 && n6score + dice\_roll > 57 || n6score == 0 && n7score + dice\_roll > 57 || n7score == 0 && n8score + dice\_roll > 57 || n8score == 0 && dice\_roll == 6)

{

hello = true;

flagx = true;

}

if (flagx == false)

{

hello = true;

}

if (flagx == true)

{

flagx = false;

}

if (n8score == 57 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

if (n8score == 56 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n8score == 55 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n8score == 54 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n8score == 53 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n8score == 52 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

hello = false;

}

else if (n5score > 45 && n6score > 45 && n7score > 45 && n8score > 45)

{

hello = false;

}

//

if (n8score > 0)

{

xn8 = 22;

yn8 = 94;

}

}

if (n5score == 0 && n6score == 0 && n7score == 0 && n8score == 0)

{

hello = false;

}

// while loop for conditions near win score

while (hello == true)

{

gotoxy(120, 25);

cin >> op;

if (op == "1")

{

if (n5score == 0)

{

if (dice\_roll == 6)

{

n5score = scorefunc(n5score, dice\_roll);

hello = false;

}

else

{

hello = true;

}

flagx = true;

}

else if (n5score == 57)

{

hello = true;

flagx = true;

}

else if (n5score + dice\_roll <= 57)

{

flagx = true;

n5score = scorefunc(n5score, dice\_roll);

hello = false;

}

else if (n5score + dice\_roll > 57 || n5score == 0 && n6score + dice\_roll > 57 || n6score == 0 && n7score + dice\_roll > 57 || n7score == 0 && n8score + dice\_roll > 57 || n8score == 0 && dice\_roll == 6)

{

hello = true;

flagx = true;

}

if (flagx == false)

{

hello = true;

}

if (flagx == true)

{

flagx = false;

}

if (n5score == 57 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n5score == 56 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n5score == 55 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n5score == 54 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n5score == 53 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n5score == 52 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n5score > 45 && n6score > 45 && n7score > 45 && n8score > 45)

{

hello = false;

}

}

else if (op == "2")

{

if (n6score == 0)

{

if (dice\_roll == 6)

{

n6score = scorefunc(n6score, dice\_roll);

hello = false;

}

else

{

hello = true;

}

flagx = true;

}

else if (n6score == 57)

{

hello = true;

flagx = true;

}

else if (n6score + dice\_roll <= 57)

{

n6score = scorefunc(n6score, dice\_roll);

hello = false;

flagx = true;

}

else if (n5score + dice\_roll > 57 || n5score == 0 && n6score + dice\_roll > 57 || n6score == 0 && n7score + dice\_roll > 57 || n7score == 0 && n8score + dice\_roll > 57 || n8score == 0 && dice\_roll == 6)

{

hello = true;

flagx = true;

}

if (flagx == false)

{

hello = true;

}

if (flagx == true)

{

flagx = false;

}

if (n6score == 57 && n5score == 0 || n5score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n6score == 56 && n5score == 0 || n5score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

hello = false;

}

else if (n6score == 55 && n5score == 0 || n5score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n6score == 54 && n5score == 0 || n5score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n6score == 53 && n5score == 0 || n5score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n6score == 52 && n5score == 0 || n5score == 57 && n7score == 0 || n7score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n5score > 45 && n6score > 45 && n7score > 45 && n8score > 45)

{

hello = false;

}

//

if (n6score > 0)

{

xn6 = 22;

yn6 = 94;

}

}

else if (op == "3")

{

if (n7score == 0)

{

if (dice\_roll == 6)

{

n7score = scorefunc(n7score, dice\_roll);

hello = false;

}

else

{

hello = true;

}

flagx = true;

}

else if (n7score == 57)

{

hello = true;

flagx = true;

}

else if (n7score + dice\_roll <= 57)

{

n7score = scorefunc(n7score, dice\_roll);

hello = false;

flagx = true;

}

else if (n5score + dice\_roll > 57 || n5score == 0 && n6score + dice\_roll > 57 || n6score == 0 && n7score + dice\_roll > 57 || n7score == 0 && n8score + dice\_roll > 57 || n8score == 0 && dice\_roll == 6)

{

hello = true;

flagx = true;

}

if (flagx == false)

{

hello = true;

}

if (flagx == true)

{

flagx = false;

}

if (n7score == 57 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

if (n7score == 56 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n7score == 55 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n7score == 54 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n7score == 53 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n7score == 52 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n8score == 0 || n8score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n5score > 45 && n6score > 45 && n7score > 45 && n8score > 45)

{

hello = false;

}

//

if (n7score > 0)

{

xn7 = 22;

yn7 = 94;

}

}

else if (op == "4")

{

if (n8score == 0)

{

if (dice\_roll == 6)

{

n8score = scorefunc(n8score, dice\_roll);

hello = false;

}

else

{

hello = true;

}

flagx = true;

}

else if (n8score == 57)

{

hello = true;

flagx = true;

}

else if (n8score + dice\_roll <= 57)

{

n8score = scorefunc(n8score, dice\_roll);

hello = false;

flagx = true;

}

else if (n5score + dice\_roll > 57 || n5score == 0 && n6score + dice\_roll > 57 || n6score == 0 && n7score + dice\_roll > 57 || n7score == 0 && n8score + dice\_roll > 57 || n8score == 0 && dice\_roll == 6)

{

hello = true;

flagx = true;

}

if (flagx == false)

{

hello = true;

}

if (flagx == true)

{

flagx = false;

}

if (n8score == 57 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

if (n8score == 56 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n8score == 55 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n8score == 54 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n8score == 53 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n8score == 52 && n5score == 0 || n5score == 57 && n6score == 0 || n6score == 57 && n7score == 0 || n7score == 57)

{

if (dice\_roll != 6)

{

hello = false;

}

}

else if (n5score > 45 && n6score > 45 && n7score > 45 && n8score > 45)

{

hello = false;

}

//

if (n8score > 0)

{

xn8 = 22;

yn8 = 94;

}

}

if (n5score == 0 && n6score == 0 && n7score == 0 && n8score == 0)

{

hello = false;

}

}

}

// clearing old beads indexes

for (int i = 0; i < rowSize; i++)

{

for (int z = 0; z < colSize; z++)

{

if (maze[i][z] == '5')

{

maze[i][z] = ' ';

gotoxy(z, i);

cout << maze[i][z];

}

}

}

for (int i = 0; i < rowSize; i++)

{

for (int z = 0; z < colSize; z++)

{

if (maze[i][z] == '6')

{

maze[i][z] = ' ';

gotoxy(z, i);

cout << maze[i][z];

}

}

}

for (int i = 0; i < rowSize; i++)

{

for (int z = 0; z < colSize; z++)

{

if (maze[i][z] == '7')

{

maze[i][z] = ' ';

gotoxy(z, i);

cout << maze[i][z];

}

}

}

for (int i = 0; i < rowSize; i++)

{

for (int z = 0; z < colSize; z++)

{

if (maze[i][z] == '8')

{

maze[i][z] = ' ';

gotoxy(z, i);

cout << maze[i][z];

}

}

}

// first bead of second player

if (n5score == 0)

{

maze[xn5][yn5 + 2] = n5;

gotoxy(yn5 + 2, xn5);

cout << "Y" << endl;

}

else if (n5score == 1)

{

maze[xn5 - 5][yn5 + 1] = n5;

gotoxy(yn5 + 1, xn5 - 5);

cout << "Y" << endl;

}

else if (n5score == 2)

{

maze[xn5 - 5][yn5 - 5] = n5;

gotoxy(yn5 - 5, xn5 - 5);

cout << "Y" << endl;

}

else if (n5score == 3)

{

maze[xn5 - 5][yn5 - 12] = n5;

gotoxy(yn5 - 12, xn5 - 5);

cout << "Y" << endl;

}

else if (n5score == 4)

{

maze[xn5 - 5][yn5 - 19] = n5;

gotoxy(yn5 - 19, xn5 - 5);

cout << "Y" << endl;

}

else if (n5score == 5)

{

maze[xn5 - 5][yn5 - 28] = n5;

gotoxy(yn5 - 28, xn5 - 5);

cout << "Y" << endl;

}

else if (n5score == 6)

{

maze[xn5 - 3][yn5 - 35] = n5;

gotoxy(yn5 - 35, xn5 - 3);

cout << "Y" << endl;

}

else if (n5score == 7)

{

maze[xn5 - 1][yn5 - 35] = n5;

gotoxy(yn5 - 35, xn5 - 1);

cout << "Y" << endl;

}

else if (n5score == 8)

{

maze[xn5 + 1][yn5 - 35] = n5;

gotoxy(yn5 - 35, xn5 + 1);

cout << "Y" << endl;

}

else if (n5score == 9)

{

maze[xn5 + 3][yn5 - 35] = n5;

gotoxy(yn5 - 35, xn5 + 3);

cout << "Y" << endl;

}

else if (n5score == 10)

{

maze[xn5 + 5][yn5 - 35] = n5;

gotoxy(yn5 - 35, xn5 + 5);

cout << "Y" << endl;

}

else if (n5score == 11)

{

maze[xn5 + 7][yn5 - 35] = n5;

gotoxy(yn5 - 35, xn5 + 7);

cout << "Y" << endl;

}

else if (n5score == 12)

{

maze[xn5 + 7][yn5 - 41] = n5;

gotoxy(yn5 - 41, xn5 + 7);

cout << "Y" << endl;

}

else if (n5score == 13)

{

maze[xn5 + 7][yn5 - 47] = n5;

gotoxy(yn5 - 47, xn5 + 7);

cout << "Y" << endl;

}

else if (n5score == 14)

{

maze[xn5 + 5][yn5 - 47] = n5;

gotoxy(yn5 - 47, xn5 + 5);

cout << "Y" << endl;

}

else if (n5score == 15)

{

maze[xn5 + 3][yn5 - 47] = n5;

gotoxy(yn5 - 47, xn5 + 3);

cout << "Y" << endl;

}

else if (n5score == 16)

{

maze[xn5 + 1][yn5 - 47] = n5;

gotoxy(yn5 - 47, xn5 + 1);

cout << "Y" << endl;

}

else if (n5score == 17)

{

maze[xn5 - 1][yn5 - 47] = n5;

gotoxy(yn5 - 47, xn5 - 1);

cout << "Y" << endl;

}

else if (n5score == 18)

{

maze[xn5 - 3][yn5 - 47] = n5;

gotoxy(yn5 - 47, xn5 - 3);

cout << "Y" << endl;

}

else if (n5score == 19)

{

maze[xn5 - 5][yn5 - 54] = n5;

gotoxy(yn5 - 54, xn5 - 5);

cout << "Y" << endl;

}

else if (n5score == 20)

{

maze[xn5 - 5][yn5 - 62] = n5;

gotoxy(yn5 - 62, xn5 - 5);

cout << "Y" << endl;

}

else if (n5score == 21)

{

maze[xn5 - 5][yn5 - 69] = n5;

gotoxy(yn5 - 69, xn5 - 5);

cout << "Y" << endl;

}

else if (n5score == 22)

{

maze[xn5 - 5][yn5 - 76] = n5;

gotoxy(yn5 - 76, xn5 - 5);

cout << "Y" << endl;

}

else if (n5score == 23)

{

maze[xn5 - 5][yn5 - 83] = n5;

gotoxy(yn5 - 83, xn5 - 5);

cout << "Y" << endl;

}

else if (n5score == 24)

{

maze[xn5 - 5][yn5 - 90] = n5;

gotoxy(yn5 - 90, xn5 - 5);

cout << "Y" << endl;

}

else if (n5score == 25)

{

maze[xn5 - 7][yn5 - 90] = n5;

gotoxy(yn5 - 90, xn5 - 7);

cout << "Y" << endl;

}

else if (n5score == 26)

{

maze[xn5 - 9][yn5 - 90] = n5;

gotoxy(yn5 - 90, xn5 - 9);

cout << "Y" << endl;

}

else if (n5score == 27)

{

maze[xn5 - 9][yn5 - 83] = n5;

gotoxy(yn5 - 83, xn5 - 9);

cout << "Y" << endl;

}

else if (n5score == 28)

{

maze[xn5 - 9][yn5 - 76] = n5;

gotoxy(yn5 - 76, xn5 - 9);

cout << "Y" << endl;

}

else if (n5score == 29)

{

maze[xn5 - 9][yn5 - 69] = n5;

gotoxy(yn5 - 69, xn5 - 9);

cout << "Y" << endl;

}

else if (n5score == 30)

{

maze[xn5 - 9][yn5 - 62] = n5;

gotoxy(yn5 - 62, xn5 - 9);

cout << "Y" << endl;

}

else if (n5score == 31)

{

maze[xn5 - 9][yn5 - 54] = n5;

gotoxy(yn5 - 54, xn5 - 9);

cout << "Y" << endl;

}

else if (n5score == 32)

{

maze[xn5 - 11][yn5 - 47] = n5;

gotoxy(yn5 - 47, xn5 - 11);

cout << "Y" << endl;

}

else if (n5score == 33)

{

maze[xn5 - 13][yn5 - 47] = n5;

gotoxy(yn5 - 47, xn5 - 13);

cout << "Y" << endl;

}

else if (n5score == 34)

{

maze[xn5 - 15][yn5 - 47] = n5;

gotoxy(yn5 - 47, xn5 - 15);

cout << "Y" << endl;

}

else if (n5score == 35)

{

maze[xn5 - 17][yn5 - 47] = n5;

gotoxy(yn5 - 47, xn5 - 17);

cout << "Y" << endl;

}

else if (n5score == 36)

{

maze[xn5 - 19][yn5 - 47] = n5;

gotoxy(yn5 - 47, xn5 - 19);

cout << "Y" << endl;

}

else if (n5score == 37)

{

maze[xn5 - 21][yn5 - 47] = n5;

gotoxy(yn5 - 47, xn5 - 21);

cout << "Y" << endl;

}

else if (n5score == 38)

{

maze[xn5 - 21][yn5 - 41] = n5;

gotoxy(yn5 - 41, xn5 - 21);

cout << "Y" << endl;

}

else if (n5score == 39)

{

maze[xn5 - 21][yn5 - 35] = n5;

gotoxy(yn5 - 35, xn5 - 21);

cout << "Y" << endl;

}

else if (n5score == 40)

{

maze[xn5 - 19][yn5 - 35] = n5;

gotoxy(yn5 - 35, xn5 - 19);

cout << "Y" << endl;

}

else if (n5score == 41)

{

maze[xn5 - 17][yn5 - 35] = n5;

gotoxy(yn5 - 35, xn5 - 17);

cout << "Y" << endl;

}

else if (n5score == 42)

{

maze[xn5 - 15][yn5 - 35] = n5;

gotoxy(yn5 - 35, xn5 - 15);

cout << "Y" << endl;

}

else if (n5score == 43)

{

maze[xn5 - 13][yn5 - 35] = n5;

gotoxy(yn5 - 35, xn5 - 13);

cout << "Y" << endl;

}

else if (n5score == 44)

{

maze[xn5 - 11][yn5 - 35] = n5;

gotoxy(yn5 - 35, xn5 - 11);

cout << "Y" << endl;

}

else if (n5score == 45)

{

maze[xn5 - 9][yn5 - 28] = n5;

gotoxy(yn5 - 28, xn5 - 9);

cout << "Y" << endl;

}

else if (n5score == 46)

{

maze[xn5 - 9][yn5 - 20] = n5;

gotoxy(yn5 - 20, xn5 - 9);

cout << "Y" << endl;

}

else if (n5score == 47)

{

maze[xn5 - 9][yn5 - 13] = n5;

gotoxy(yn5 - 13, xn5 - 9);

cout << "Y" << endl;

}

else if (n5score == 48)

{

maze[xn5 - 9][yn5 - 6] = n5;

gotoxy(yn5 - 6, xn5 - 9);

cout << "Y" << endl;

}

else if (n5score == 49)

{

maze[xn5 - 9][yn5 + 1] = n5;

gotoxy(yn5 + 1, xn5 - 9);

cout << "Y" << endl;

}

else if (n5score == 50)

{

maze[xn5 - 9][yn5 + 8] = n5;

gotoxy(yn5 + 8, xn5 - 9);

cout << "Y" << endl;

}

else if (n5score == 51)

{

maze[xn5 - 7][yn5 + 8] = n5;

gotoxy(yn5 + 8, xn5 - 7);

cout << "Y" << endl;

}

else if (n5score == 52)

{

maze[xn5 - 7][yn5 + 1] = n5;

gotoxy(yn5 + 1, xn5 - 7);

cout << "Y" << endl;

}

else if (n5score == 53)

{

maze[xn5 - 7][yn5 - 6] = n5;

gotoxy(yn5 - 6, xn5 - 7);

cout << "Y" << endl;

}

else if (n5score == 54)

{

maze[xn5 - 7][yn5 - 13] = n5;

gotoxy(yn5 - 13, xn5 - 7);

cout << "Y" << endl;

}

else if (n5score == 55)

{

maze[xn5 - 7][yn5 - 20] = n5;

gotoxy(yn5 - 20, xn5 - 7);

cout << "Y" << endl;

}

else if (n5score == 56)

{

maze[xn5 - 7][yn5 - 28] = n5;

gotoxy(yn5 - 28, xn5 - 7);

cout << "Y" << endl;

}

else if (n5score == 57)

{

maze[xn5 - 7][yn5 - 35] = n5;

gotoxy(yn5 - 35, xn5 - 7);

cout << "Y" << endl;

}

// second bead of second player

if (n6score == 0)

{

maze[xn6][yn6] = n6;

gotoxy(yn6, xn6);

cout << "Y" << endl;

}

else if (n6score == 1)

{

maze[xn6 - 5][yn6 + 1] = n6;

gotoxy(yn6 + 1, xn6 - 5);

cout << "Y" << endl;

}

else if (n6score == 2)

{

maze[xn6 - 5][yn6 - 5] = n6;

gotoxy(yn6 - 5, xn6 - 5);

cout << "Y" << endl;

}

else if (n6score == 3)

{

maze[xn6 - 5][yn6 - 12] = n6;

gotoxy(yn6 - 12, xn6 - 5);

cout << "Y" << endl;

}

else if (n6score == 4)

{

maze[xn6 - 5][yn6 - 19] = n6;

gotoxy(yn6 - 19, xn6 - 5);

cout << "Y" << endl;

}

else if (n6score == 5)

{

maze[xn6 - 5][yn6 - 28] = n6;

gotoxy(yn6 - 28, xn6 - 5);

cout << "Y" << endl;

}

else if (n6score == 6)

{

maze[xn6 - 3][yn6 - 35] = n6;

gotoxy(yn6 - 35, xn6 - 3);

cout << "Y" << endl;

}

else if (n6score == 7)

{

maze[xn6 - 1][yn6 - 35] = n6;

gotoxy(yn6 - 35, xn6 - 1);

cout << "Y" << endl;

}

else if (n6score == 8)

{

maze[xn6 + 1][yn6 - 35] = n6;

gotoxy(yn6 - 35, xn6 + 1);

cout << "Y" << endl;

}

else if (n6score == 9)

{

maze[xn6 + 3][yn6 - 35] = n6;

gotoxy(yn6 - 35, xn6 + 3);

cout << "Y" << endl;

}

else if (n6score == 10)

{

maze[xn6 + 5][yn6 - 35] = n6;

gotoxy(yn6 - 35, xn6 + 5);

cout << "Y" << endl;

}

else if (n6score == 11)

{

maze[xn6 + 7][yn6 - 35] = n6;

gotoxy(yn6 - 35, xn6 + 7);

cout << "Y" << endl;

}

else if (n6score == 12)

{

maze[xn6 + 7][yn6 - 41] = n6;

gotoxy(yn6 - 41, xn6 + 7);

cout << "Y" << endl;

}

else if (n6score == 13)

{

maze[xn6 + 7][yn6 - 47] = n6;

gotoxy(yn6 - 47, xn6 + 7);

cout << "Y" << endl;

}

else if (n6score == 14)

{

maze[xn6 + 5][yn6 - 47] = n6;

gotoxy(yn6 - 47, xn6 + 5);

cout << "Y" << endl;

}

else if (n6score == 15)

{

maze[xn6 + 3][yn6 - 47] = n6;

gotoxy(yn6 - 47, xn6 + 3);

cout << "Y" << endl;

}

else if (n6score == 16)

{

maze[xn6 + 1][yn6 - 47] = n6;

gotoxy(yn6 - 47, xn6 + 1);

cout << "Y" << endl;

}

else if (n6score == 17)

{

maze[xn6 - 1][yn6 - 47] = n6;

gotoxy(yn6 - 47, xn6 - 1);

cout << "Y" << endl;

}

else if (n6score == 18)

{

maze[xn6 - 3][yn6 - 47] = n6;

gotoxy(yn6 - 47, xn6 - 3);

cout << "Y" << endl;

}

else if (n6score == 19)

{

maze[xn6 - 5][yn6 - 54] = n6;

gotoxy(yn6 - 54, xn6 - 5);

cout << "Y" << endl;

}

else if (n6score == 20)

{

maze[xn6 - 5][yn6 - 62] = n6;

gotoxy(yn6 - 62, xn6 - 5);

cout << "Y" << endl;

}

else if (n6score == 21)

{

maze[xn6 - 5][yn6 - 69] = n6;

gotoxy(yn6 - 69, xn6 - 5);

cout << "Y" << endl;

}

else if (n6score == 22)

{

maze[xn6 - 5][yn6 - 76] = n6;

gotoxy(yn6 - 76, xn6 - 5);

cout << "Y" << endl;

}

else if (n6score == 23)

{

maze[xn6 - 5][yn6 - 83] = n6;

gotoxy(yn6 - 83, xn6 - 5);

cout << "Y" << endl;

}

else if (n6score == 24)

{

maze[xn6 - 5][yn6 - 90] = n6;

gotoxy(yn6 - 90, xn6 - 5);

cout << "Y" << endl;

}

else if (n6score == 25)

{

maze[xn6 - 7][yn6 - 90] = n6;

gotoxy(yn6 - 90, xn6 - 7);

cout << "Y" << endl;

}

else if (n6score == 26)

{

maze[xn6 - 9][yn6 - 90] = n6;

gotoxy(yn6 - 90, xn6 - 9);

cout << "Y" << endl;

}

else if (n6score == 27)

{

maze[xn6 - 9][yn6 - 83] = n6;

gotoxy(yn6 - 83, xn6 - 9);

cout << "Y" << endl;

}

else if (n6score == 28)

{

maze[xn6 - 9][yn6 - 76] = n6;

gotoxy(yn6 - 76, xn6 - 9);

cout << "Y" << endl;

}

else if (n6score == 29)

{

maze[xn6 - 9][yn6 - 69] = n6;

gotoxy(yn6 - 69, xn6 - 9);

cout << "Y" << endl;

}

else if (n6score == 30)

{

maze[xn6 - 9][yn6 - 62] = n6;

gotoxy(yn6 - 62, xn6 - 9);

cout << "Y" << endl;

}

else if (n6score == 31)

{

maze[xn6 - 9][yn6 - 54] = n6;

gotoxy(yn6 - 54, xn6 - 9);

cout << "Y" << endl;

}

else if (n6score == 32)

{

maze[xn6 - 11][yn6 - 47] = n6;

gotoxy(yn6 - 47, xn6 - 11);

cout << "Y" << endl;

}

else if (n6score == 33)

{

maze[xn6 - 13][yn6 - 47] = n6;

gotoxy(yn6 - 47, xn6 - 13);

cout << "Y" << endl;

}

else if (n6score == 34)

{

maze[xn6 - 15][yn6 - 47] = n6;

gotoxy(yn6 - 47, xn6 - 15);

cout << "Y" << endl;

}

else if (n6score == 35)

{

maze[xn6 - 17][yn6 - 47] = n6;

gotoxy(yn6 - 47, xn6 - 17);

cout << "Y" << endl;

}

else if (n6score == 36)

{

maze[xn6 - 19][yn6 - 47] = n6;

gotoxy(yn6 - 47, xn6 - 19);

cout << "Y" << endl;

}

else if (n6score == 37)

{

maze[xn6 - 21][yn6 - 47] = n6;

gotoxy(yn6 - 47, xn6 - 21);

cout << "Y" << endl;

}

else if (n6score == 38)

{

maze[xn6 - 21][yn6 - 41] = n6;

gotoxy(yn6 - 41, xn6 - 21);

cout << "Y" << endl;

}

else if (n6score == 39)

{

maze[xn6 - 21][yn6 - 35] = n6;

gotoxy(yn6 - 35, xn6 - 21);

cout << "Y" << endl;

}

else if (n6score == 40)

{

maze[xn6 - 19][yn6 - 35] = n6;

gotoxy(yn6 - 35, xn6 - 19);

cout << "Y" << endl;

}

else if (n6score == 41)

{

maze[xn6 - 17][yn6 - 35] = n6;

gotoxy(yn6 - 35, xn6 - 17);

cout << "Y" << endl;

}

else if (n6score == 42)

{

maze[xn6 - 15][yn6 - 35] = n6;

gotoxy(yn6 - 35, xn6 - 15);

cout << "Y" << endl;

}

else if (n6score == 43)

{

maze[xn6 - 13][yn6 - 35] = n6;

gotoxy(yn6 - 35, xn6 - 13);

cout << "Y" << endl;

}

else if (n6score == 44)

{

maze[xn6 - 11][yn6 - 35] = n6;

gotoxy(yn6 - 35, xn6 - 11);

cout << "Y" << endl;

}

else if (n6score == 45)

{

maze[xn6 - 9][yn6 - 28] = n6;

gotoxy(yn6 - 28, xn6 - 9);

cout << "Y" << endl;

}

else if (n6score == 46)

{

maze[xn6 - 9][yn6 - 20] = n6;

gotoxy(yn6 - 20, xn6 - 9);

cout << "Y" << endl;

}

else if (n6score == 47)

{

maze[xn6 - 9][yn6 - 13] = n6;

gotoxy(yn6 - 13, xn6 - 9);

cout << "Y" << endl;

}

else if (n6score == 48)

{

maze[xn6 - 9][yn6 - 6] = n6;

gotoxy(yn6 - 6, xn6 - 9);

cout << "Y" << endl;

}

else if (n6score == 49)

{

maze[xn6 - 9][yn6 + 1] = n6;

gotoxy(yn6 + 1, xn6 - 9);

cout << "Y" << endl;

}

else if (n6score == 50)

{

maze[xn6 - 9][yn6 + 8] = n6;

gotoxy(yn6 + 8, xn6 - 9);

cout << "Y" << endl;

}

else if (n6score == 51)

{

maze[xn6 - 7][yn6 + 8] = n6;

gotoxy(yn6 + 8, xn6 - 7);

cout << "Y" << endl;

}

else if (n6score == 52)

{

maze[xn6 - 7][yn6 + 1] = n6;

gotoxy(yn6 + 1, xn6 - 7);

cout << "Y" << endl;

}

else if (n6score == 53)

{

maze[xn6 - 7][yn6 - 6] = n6;

gotoxy(yn6 - 6, xn6 - 7);

cout << "Y" << endl;

}

else if (n6score == 54)

{

maze[xn6 - 7][yn6 - 13] = n6;

gotoxy(yn6 - 13, xn6 - 7);

cout << "Y" << endl;

}

else if (n6score == 55)

{

maze[xn6 - 7][yn6 - 20] = n6;

gotoxy(yn6 - 20, xn6 - 7);

cout << "Y" << endl;

}

else if (n6score == 56)

{

maze[xn6 - 7][yn6 - 28] = n6;

gotoxy(yn6 - 28, xn6 - 7);

cout << "Y" << endl;

}

else if (n6score == 57)

{

maze[xn6 - 7][yn6 - 35] = n6;

gotoxy(yn6 - 35, xn6 - 7);

cout << "Y" << endl;

}

// third bead of second player

if (n7score == 0)

{

maze[xn7][yn7 + 2] = n8;

gotoxy(yn7 + 2, xn7);

cout << "Y" << endl;

}

else if (n7score == 1)

{

maze[xn7 - 5][yn7 + 1] = n8;

gotoxy(yn7 + 1, xn7 - 5);

cout << "Y" << endl;

}

else if (n7score == 2)

{

maze[xn7 - 5][yn7 - 5] = n8;

gotoxy(yn7 - 5, xn7 - 5);

cout << "Y" << endl;

}

else if (n7score == 3)

{

maze[xn7 - 5][yn7 - 12] = n8;

gotoxy(yn7 - 12, xn7 - 5);

cout << "Y" << endl;

}

else if (n7score == 4)

{

maze[xn7 - 5][yn7 - 19] = n8;

gotoxy(yn7 - 19, xn7 - 5);

cout << "Y" << endl;

}

else if (n7score == 5)

{

maze[xn7 - 5][yn7 - 28] = n8;

gotoxy(yn7 - 28, xn7 - 5);

cout << "Y" << endl;

}

else if (n7score == 6)

{

maze[xn7 - 3][yn7 - 35] = n8;

gotoxy(yn7 - 35, xn7 - 3);

cout << "Y" << endl;

}

else if (n7score == 7)

{

maze[xn7 - 1][yn7 - 35] = n8;

gotoxy(yn7 - 35, xn7 - 1);

cout << "Y" << endl;

}

else if (n7score == 8)

{

maze[xn7 + 1][yn7 - 35] = n8;

gotoxy(yn7 - 35, xn7 + 1);

cout << "Y" << endl;

}

else if (n7score == 9)

{

maze[xn7 + 3][yn7 - 35] = n8;

gotoxy(yn7 - 35, xn7 + 3);

cout << "Y" << endl;

}

else if (n7score == 10)

{

maze[xn7 + 5][yn7 - 35] = n8;

gotoxy(yn7 - 35, xn7 + 5);

cout << "Y" << endl;

}

else if (n7score == 11)

{

maze[xn7 + 7][yn7 - 35] = n8;

gotoxy(yn7 - 35, xn7 + 7);

cout << "Y" << endl;

}

else if (n7score == 12)

{

maze[xn7 + 7][yn7 - 41] = n8;

gotoxy(yn7 - 41, xn7 + 7);

cout << "Y" << endl;

}

else if (n7score == 13)

{

maze[xn7 + 7][yn7 - 47] = n8;

gotoxy(yn7 - 47, xn7 + 7);

cout << "Y" << endl;

}

else if (n7score == 14)

{

maze[xn7 + 5][yn7 - 47] = n8;

gotoxy(yn7 - 47, xn7 + 5);

cout << "Y" << endl;

}

else if (n7score == 15)

{

maze[xn7 + 3][yn7 - 47] = n8;

gotoxy(yn7 - 47, xn7 + 3);

cout << "Y" << endl;

}

else if (n7score == 16)

{

maze[xn7 + 1][yn7 - 47] = n8;

gotoxy(yn7 - 47, xn7 + 1);

cout << "Y" << endl;

}

else if (n7score == 17)

{

maze[xn7 - 1][yn7 - 47] = n8;

gotoxy(yn7 - 47, xn7 - 1);

cout << "Y" << endl;

}

else if (n7score == 18)

{

maze[xn7 - 3][yn7 - 47] = n8;

gotoxy(yn7 - 47, xn7 - 3);

cout << "Y" << endl;

}

else if (n7score == 19)

{

maze[xn7 - 5][yn7 - 54] = n8;

gotoxy(yn7 - 54, xn7 - 5);

cout << "Y" << endl;

}

else if (n7score == 20)

{

maze[xn7 - 5][yn7 - 62] = n8;

gotoxy(yn7 - 62, xn7 - 5);

cout << "Y" << endl;

}

else if (n7score == 21)

{

maze[xn7 - 5][yn7 - 69] = n8;

gotoxy(yn7 - 69, xn7 - 5);

cout << "Y" << endl;

}

else if (n7score == 22)

{

maze[xn7 - 5][yn7 - 76] = n8;

gotoxy(yn7 - 76, xn7 - 5);

cout << "Y" << endl;

}

else if (n7score == 23)

{

maze[xn7 - 5][yn7 - 83] = n8;

gotoxy(yn7 - 83, xn7 - 5);

cout << "Y" << endl;

}

else if (n7score == 24)

{

maze[xn7 - 5][yn7 - 90] = n8;

gotoxy(yn7 - 90, xn7 - 5);

cout << "Y" << endl;

}

else if (n7score == 25)

{

maze[xn7 - 7][yn7 - 90] = n8;

gotoxy(yn7 - 90, xn7 - 7);

cout << "Y" << endl;

}

else if (n7score == 26)

{

maze[xn7 - 9][yn7 - 90] = n8;

gotoxy(yn7 - 90, xn7 - 9);

cout << "Y" << endl;

}

else if (n7score == 27)

{

maze[xn7 - 9][yn7 - 83] = n8;

gotoxy(yn7 - 83, xn7 - 9);

cout << "Y" << endl;

}

else if (n7score == 28)

{

maze[xn7 - 9][yn7 - 76] = n8;

gotoxy(yn7 - 76, xn7 - 9);

cout << "Y" << endl;

}

else if (n7score == 29)

{

maze[xn7 - 9][yn7 - 69] = n8;

gotoxy(yn7 - 69, xn7 - 9);

cout << "Y" << endl;

}

else if (n7score == 30)

{

maze[xn7 - 9][yn7 - 62] = n8;

gotoxy(yn7 - 62, xn7 - 9);

cout << "Y" << endl;

}

else if (n7score == 31)

{

maze[xn7 - 9][yn7 - 54] = n8;

gotoxy(yn7 - 54, xn7 - 9);

cout << "Y" << endl;

}

else if (n7score == 32)

{

maze[xn7 - 11][yn7 - 47] = n8;

gotoxy(yn7 - 47, xn7 - 11);

cout << "Y" << endl;

}

else if (n7score == 33)

{

maze[xn7 - 13][yn7 - 47] = n8;

gotoxy(yn7 - 47, xn7 - 13);

cout << "Y" << endl;

}

else if (n7score == 34)

{

maze[xn7 - 15][yn7 - 47] = n8;

gotoxy(yn7 - 47, xn7 - 15);

cout << "Y" << endl;

}

else if (n7score == 35)

{

maze[xn7 - 17][yn7 - 47] = n8;

gotoxy(yn7 - 47, xn7 - 17);

cout << "Y" << endl;

}

else if (n7score == 36)

{

maze[xn7 - 19][yn7 - 47] = n8;

gotoxy(yn7 - 47, xn7 - 19);

cout << "Y" << endl;

}

else if (n7score == 37)

{

maze[xn7 - 21][yn7 - 47] = n8;

gotoxy(yn7 - 47, xn7 - 21);

cout << "Y" << endl;

}

else if (n7score == 38)

{

maze[xn7 - 21][yn7 - 41] = n8;

gotoxy(yn7 - 41, xn7 - 21);

cout << "Y" << endl;

}

else if (n7score == 39)

{

maze[xn7 - 21][yn7 - 35] = n8;

gotoxy(yn7 - 35, xn7 - 21);

cout << "Y" << endl;

}

else if (n7score == 40)

{

maze[xn7 - 19][yn7 - 35] = n8;

gotoxy(yn7 - 35, xn7 - 19);

cout << "Y" << endl;

}

else if (n7score == 41)

{

maze[xn7 - 17][yn7 - 35] = n8;

gotoxy(yn7 - 35, xn7 - 17);

cout << "Y" << endl;

}

else if (n7score == 42)

{

maze[xn7 - 15][yn7 - 35] = n8;

gotoxy(yn7 - 35, xn7 - 15);

cout << "Y" << endl;

}

else if (n7score == 43)

{

maze[xn7 - 13][yn7 - 35] = n8;

gotoxy(yn7 - 35, xn7 - 13);

cout << "Y" << endl;

}

else if (n7score == 44)

{

maze[xn7 - 11][yn7 - 35] = n8;

gotoxy(yn7 - 35, xn7 - 11);

cout << "Y" << endl;

}

else if (n7score == 45)

{

maze[xn7 - 9][yn7 - 28] = n8;

gotoxy(yn7 - 28, xn7 - 9);

cout << "Y" << endl;

}

else if (n7score == 46)

{

maze[xn7 - 9][yn7 - 20] = n8;

gotoxy(yn7 - 20, xn7 - 9);

cout << "Y" << endl;

}

else if (n7score == 47)

{

maze[xn7 - 9][yn7 - 13] = n8;

gotoxy(yn7 - 13, xn7 - 9);

cout << "Y" << endl;

}

else if (n7score == 48)

{

maze[xn7 - 9][yn7 - 6] = n8;

gotoxy(yn7 - 6, xn7 - 9);

cout << "Y" << endl;

}

else if (n7score == 49)

{

maze[xn7 - 9][yn7 + 1] = n8;

gotoxy(yn7 + 1, xn7 - 9);

cout << "Y" << endl;

}

else if (n7score == 50)

{

maze[xn7 - 9][yn7 + 8] = n8;

gotoxy(yn7 + 8, xn7 - 9);

cout << "Y" << endl;

}

else if (n7score == 51)

{

maze[xn7 - 7][yn7 + 8] = n8;

gotoxy(yn7 + 8, xn7 - 7);

cout << "Y" << endl;

}

else if (n7score == 52)

{

maze[xn7 - 7][yn7 + 1] = n8;

gotoxy(yn7 + 1, xn7 - 7);

cout << "Y" << endl;

}

else if (n7score == 53)

{

maze[xn7 - 7][yn7 - 6] = n8;

gotoxy(yn7 - 6, xn7 - 7);

cout << "Y" << endl;

}

else if (n7score == 54)

{

maze[xn7 - 7][yn7 - 13] = n8;

gotoxy(yn7 - 13, xn7 - 7);

cout << "Y" << endl;

}

else if (n7score == 55)

{

maze[xn7 - 7][yn7 - 20] = n8;

gotoxy(yn7 - 20, xn7 - 7);

cout << "Y" << endl;

}

else if (n7score == 56)

{

maze[xn7 - 7][yn7 - 28] = n8;

gotoxy(yn7 - 28, xn7 - 7);

cout << "Y" << endl;

}

else if (n7score == 57)

{

maze[xn7 - 7][yn7 - 35] = n8;

gotoxy(yn7 - 35, xn7 - 7);

cout << "Y" << endl;

}

// fourth bead of second player

if (n8score == 0)

{

maze[xn8][yn8] = n8;

gotoxy(yn8, xn8);

cout << "Y" << endl;

}

else if (n8score == 1)

{

maze[xn8 - 5][yn8 + 1] = n8;

gotoxy(yn8 + 1, xn8 - 5);

cout << "Y" << endl;

}

else if (n8score == 2)

{

maze[xn8 - 5][yn8 - 5] = n8;

gotoxy(yn8 - 5, xn8 - 5);

cout << "Y" << endl;

}

else if (n8score == 3)

{

maze[xn8 - 5][yn8 - 12] = n8;

gotoxy(yn8 - 12, xn8 - 5);

cout << "Y" << endl;

}

else if (n8score == 4)

{

maze[xn8 - 5][yn8 - 19] = n8;

gotoxy(yn8 - 19, xn8 - 5);

cout << "Y" << endl;

}

else if (n8score == 5)

{

maze[xn8 - 5][yn8 - 28] = n8;

gotoxy(yn8 - 28, xn8 - 5);

cout << "Y" << endl;

}

else if (n8score == 6)

{

maze[xn8 - 3][yn8 - 35] = n8;

gotoxy(yn8 - 35, xn8 - 3);

cout << "Y" << endl;

}

else if (n8score == 7)

{

maze[xn8 - 1][yn8 - 35] = n8;

gotoxy(yn8 - 35, xn8 - 1);

cout << "Y" << endl;

}

else if (n8score == 8)

{

maze[xn8 + 1][yn8 - 35] = n8;

gotoxy(yn8 - 35, xn8 + 1);

cout << "Y" << endl;

}

else if (n8score == 9)

{

maze[xn8 + 3][yn8 - 35] = n8;

gotoxy(yn8 - 35, xn8 + 3);

cout << "Y" << endl;

}

else if (n8score == 10)

{

maze[xn8 + 5][yn8 - 35] = n8;

gotoxy(yn8 - 35, xn8 + 5);

cout << "Y" << endl;

}

else if (n8score == 11)

{

maze[xn8 + 7][yn8 - 35] = n8;

gotoxy(yn8 - 35, xn8 + 7);

cout << "Y" << endl;

}

else if (n8score == 12)

{

maze[xn8 + 7][yn8 - 41] = n8;

gotoxy(yn8 - 41, xn8 + 7);

cout << "Y" << endl;

}

else if (n8score == 13)

{

maze[xn8 + 7][yn8 - 47] = n8;

gotoxy(yn8 - 47, xn8 + 7);

cout << "Y" << endl;

}

else if (n8score == 14)

{

maze[xn8 + 5][yn8 - 47] = n8;

gotoxy(yn8 - 47, xn8 + 5);

cout << "Y" << endl;

}

else if (n8score == 15)

{

maze[xn8 + 3][yn8 - 47] = n8;

gotoxy(yn8 - 47, xn8 + 3);

cout << "Y" << endl;

}

else if (n8score == 16)

{

maze[xn8 + 1][yn8 - 47] = n8;

gotoxy(yn8 - 47, xn8 + 1);

cout << "Y" << endl;

}

else if (n8score == 17)

{

maze[xn8 - 1][yn8 - 47] = n8;

gotoxy(yn8 - 47, xn8 - 1);

cout << "Y" << endl;

}

else if (n8score == 18)

{

maze[xn8 - 3][yn8 - 47] = n8;

gotoxy(yn8 - 47, xn8 - 3);

cout << "Y" << endl;

}

else if (n8score == 19)

{

maze[xn8 - 5][yn8 - 54] = n8;

gotoxy(yn8 - 54, xn8 - 5);

cout << "Y" << endl;

}

else if (n8score == 20)

{

maze[xn8 - 5][yn8 - 62] = n8;

gotoxy(yn8 - 62, xn8 - 5);

cout << "Y" << endl;

}

else if (n8score == 21)

{

maze[xn8 - 5][yn8 - 69] = n8;

gotoxy(yn8 - 69, xn8 - 5);

cout << "Y" << endl;

}

else if (n8score == 22)

{

maze[xn8 - 5][yn8 - 76] = n8;

gotoxy(yn8 - 76, xn8 - 5);

cout << "Y" << endl;

}

else if (n8score == 23)

{

maze[xn8 - 5][yn8 - 83] = n8;

gotoxy(yn8 - 83, xn8 - 5);

cout << "Y" << endl;

}

else if (n8score == 24)

{

maze[xn8 - 5][yn8 - 90] = n8;

gotoxy(yn8 - 90, xn8 - 5);

cout << "Y" << endl;

}

else if (n8score == 25)

{

maze[xn8 - 7][yn8 - 90] = n8;

gotoxy(yn8 - 90, xn8 - 7);

cout << "Y" << endl;

}

else if (n8score == 26)

{

maze[xn8 - 9][yn8 - 90] = n8;

gotoxy(yn8 - 90, xn8 - 9);

cout << "Y" << endl;

}

else if (n8score == 27)

{

maze[xn8 - 9][yn8 - 83] = n8;

gotoxy(yn8 - 83, xn8 - 9);

cout << "Y" << endl;

}

else if (n8score == 28)

{

maze[xn8 - 9][yn8 - 76] = n8;

gotoxy(yn8 - 76, xn8 - 9);

cout << "Y" << endl;

}

else if (n8score == 29)

{

maze[xn8 - 9][yn8 - 69] = n8;

gotoxy(yn8 - 69, xn8 - 9);

cout << "Y" << endl;

}

else if (n8score == 30)

{

maze[xn8 - 9][yn8 - 62] = n8;

gotoxy(yn8 - 62, xn8 - 9);

cout << "Y" << endl;

}

else if (n8score == 31)

{

maze[xn8 - 9][yn8 - 54] = n8;

gotoxy(yn8 - 54, xn8 - 9);

cout << "Y" << endl;

}

else if (n8score == 32)

{

maze[xn8 - 11][yn8 - 47] = n8;

gotoxy(yn8 - 47, xn8 - 11);

cout << "Y" << endl;

}

else if (n8score == 33)

{

maze[xn8 - 13][yn8 - 47] = n8;

gotoxy(yn8 - 47, xn8 - 13);

cout << "Y" << endl;

}

else if (n8score == 34)

{

maze[xn8 - 15][yn8 - 47] = n8;

gotoxy(yn8 - 47, xn8 - 15);

cout << "Y" << endl;

}

else if (n8score == 35)

{

maze[xn8 - 17][yn8 - 47] = n8;

gotoxy(yn8 - 47, xn8 - 17);

cout << "Y" << endl;

}

else if (n8score == 36)

{

maze[xn8 - 19][yn8 - 47] = n8;

gotoxy(yn8 - 47, xn8 - 19);

cout << "Y" << endl;

}

else if (n8score == 37)

{

maze[xn8 - 21][yn8 - 47] = n8;

gotoxy(yn8 - 47, xn8 - 21);

cout << "Y" << endl;

}

else if (n8score == 38)

{

maze[xn8 - 21][yn8 - 41] = n8;

gotoxy(yn8 - 41, xn8 - 21);

cout << "Y" << endl;

}

else if (n8score == 39)

{

maze[xn8 - 21][yn8 - 35] = n8;

gotoxy(yn8 - 35, xn8 - 21);

cout << "Y" << endl;

}

else if (n8score == 40)

{

maze[xn8 - 19][yn8 - 35] = n8;

gotoxy(yn8 - 35, xn8 - 19);

cout << "Y" << endl;

}

else if (n8score == 41)

{

maze[xn8 - 17][yn8 - 35] = n8;

gotoxy(yn8 - 35, xn8 - 17);

cout << "Y" << endl;

}

else if (n8score == 42)

{

maze[xn8 - 15][yn8 - 35] = n8;

gotoxy(yn8 - 35, xn8 - 15);

cout << "Y" << endl;

}

else if (n8score == 43)

{

maze[xn8 - 13][yn8 - 35] = n8;

gotoxy(yn8 - 35, xn8 - 13);

cout << "Y" << endl;

}

else if (n8score == 44)

{

maze[xn8 - 11][yn8 - 35] = n8;

gotoxy(yn8 - 35, xn8 - 11);

cout << "Y" << endl;

}

else if (n8score == 45)

{

maze[xn8 - 9][yn8 - 28] = n8;

gotoxy(yn8 - 28, xn8 - 9);

cout << "Y" << endl;

}

else if (n8score == 46)

{

maze[xn8 - 9][yn8 - 20] = n8;

gotoxy(yn8 - 20, xn8 - 9);

cout << "Y" << endl;

}

else if (n8score == 47)

{

maze[xn8 - 9][yn8 - 13] = n8;

gotoxy(yn8 - 13, xn8 - 9);

cout << "Y" << endl;

}

else if (n8score == 48)

{

maze[xn8 - 9][yn8 - 6] = n8;

gotoxy(yn8 - 6, xn8 - 9);

cout << "Y" << endl;

}

else if (n8score == 49)

{

maze[xn8 - 9][yn8 + 1] = n8;

gotoxy(yn8 + 1, xn8 - 9);

cout << "Y" << endl;

}

else if (n8score == 50)

{

maze[xn8 - 9][yn8 + 8] = n8;

gotoxy(yn8 + 8, xn8 - 9);

cout << "Y" << endl;

}

else if (n8score == 51)

{

maze[xn8 - 7][yn8 + 8] = n8;

gotoxy(yn8 + 8, xn8 - 7);

cout << "Y" << endl;

}

else if (n8score == 52)

{

maze[xn8 - 7][yn8 + 1] = n8;

gotoxy(yn8 + 1, xn8 - 7);

cout << "Y" << endl;

}

else if (n8score == 53)

{

maze[xn8 - 7][yn8 - 6] = n8;

gotoxy(yn8 - 6, xn8 - 7);

cout << "Y" << endl;

}

else if (n8score == 54)

{

maze[xn8 - 7][yn8 - 13] = n8;

gotoxy(yn8 - 13, xn8 - 7);

cout << "Y" << endl;

}

else if (n8score == 55)

{

maze[xn8 - 7][yn8 - 20] = n8;

gotoxy(yn8 - 20, xn8 - 7);

cout << "Y" << endl;

}

else if (n8score == 56)

{

maze[xn8 - 7][yn8 - 28] = n8;

gotoxy(yn8 - 28, xn8 - 7);

cout << "Y" << endl;

}

else if (n8score == 57)

{

maze[xn8 - 7][yn8 - 35] = n8;

gotoxy(yn8 - 35, xn8 - 7);

cout << "Y" << endl;

}

}